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Abstract

Power has become an important aspect in the design of general purpose processors.

This thesis explores how design tradeoffs affect the power and performance of the

processor. Scaling the technology is an attractive way to improve the energy efficiency

of the processor. In a scaled technology a processor would dissipate less power for the

same performance or higher performance for the same power. Some micro-

architectural changes, such as pipelining and caching, can significantly improve

efficiency. Unfortunately many other architectural tradeoffs leave efficiency

unchanged. This is because a large fraction of the energy is dissipated in essential

functions and is unaffected by the internal organization of the processor.

Another attractive technique for reducing power dissipation is scaling the supply and

threshold voltages. Unfortunately this makes the processor more sensitive to variations

in process and operating conditions. Design margins must increase to guarantee

operation, which reduces the efficiency of the processor. One way to shrink these

design margins is to use feedback control to regulate the supply and threshold voltages

thus reducing the design margins. Adaptive techniques can also be used to dynamically

trade excess performance for lower power. This results in lower average power and

therefore longer battery life. Improvements are limited, however, by the energy

dissipation of the rest of the system.
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Chapter 1

Introduction

In the past five years there has been an explosive growth in the demand for portable

computation and communication devices, from portable telephones to sophisticated

portable multimedia terminals [1]. This interest in portable devices has fueled the

development of low-power signal processors and algorithms, as well as the development

of low-power general purpose processors. In the digital signal processing area, the results

of this attention to power are quite remarkable. Designers have been able to reduce the

energy requirements of particular functions, such as video compression, by several orders

of magnitude [2], [3]. This reduction has come as a result of focusing on the power

dissipation at all levels of the design process, from algorithm design to the detailed

implementation. In the general purpose processor area, however, there has been little work

done to understand how to design energy efficient processors. This thesis is a start at

bridging this gap and explores power and performance tradeoffs in the design and

implementation of energy-efficient processors.

Performance of processors has been growing at an exponential rate, doubling every 18 to

24 months, as is shown in Figure 1.1. The bad news is that the power dissipated by these

processors has also been growing exponentially, as is shown in Figure 1.2. Although the

rate of growth of power is perhaps not quite as fast as the performance curve, it still has

led to processors which dissipated more than 50W [4]. Such high power levels make

cooling these processors difficult and expensive. If this trend continues processors will

soon dissipate hundreds of watts, which is unacceptable in most systems. Thus there is

great interest in understanding how to continue increasing performance without also

increasing power dissipation.

For portable applications the problem is even more severe since battery life depends on

the power dissipation. Lithium-ion batteries have an energy density of approximately

100Wh/Kg, the highest available today [5]. To operate a 50W processor for 4 hours

requires a 2Kg battery, hardly a portable device. To address this problem processors

manufacturers have introduced a variety of low-power chips. The problem with these

processors is that they tend to have poor performance, as is shown in Figure 1.3. This
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Figure 1.1: Evolution of processor performance.
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Figure 1.2: Evolution of processor power.
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figure plots on the Y-axis performance, measured as the average of SPECint92 and

SPECfp92 [6], and on the X-axis energy, measured as watt/SPEC.

In order to compare processor designs that have different performance and power one

needs a measure of “goodness”. If two processors have the same performance or the same

power, then it is trivial to choose which is better—users prefer higher performance for the

same power level or the lower power one if they have the same performance. But

processor designs rarely have the same performance. In particular when determining

whether to add a particular feature designers need to know whether it will make the

processor more desirable. Chapter 2 introduces the energy-delay product, or EDP for

short, as a measure of “goodness” for low-power designs. This chapter also describes the

most common low-power techniques and explores how they affect the energy-delay

product of CMOS circuits.

Chapter 2 will show that exploiting parallelism is one important technique enabling the

reduction of the energy-delay of a circuit. Thus Chapter 3 explores how micro-

architectural choices, which change the amount of parallelism the processor exploits,

affect the efficiency of the processor. Since both the performance and energy dissipation

of modern processors depend heavily on the design of the memory hierarchy, one must
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Figure 1.3: Performance and energy of processors.
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look not only at the processor itself, but also explore how the design of the memory

hierarchy affects the overall efficiency of the system. Using three idealized processor

models Chapter 3 shows micro-architectural changes do not significantly improve the

efficiency of the processor system. The processor’s efficiency is set by a few circuits

elements: memories and clocks.

Since memories and clocking circuits are critical components of every digital system,

much work already has been done to reduce the energy requirements. A different approach

to reduce the energy dissipation of clocks and memories is to change the technology by

scaling the supply voltage and the threshold voltage of transistors. Chapter 4 explores

tradeoffs in scaling the supply and threshold voltage of CMOS circuits. A simple

mathematical model of the EDP predicts large gains in efficiency by scaling the supply

and threshold voltages, especially if transistors are velocity saturated. If there is

uncertainty in the supply and threshold, however, the gains in EDP are much smaller.

Furthermore, to achieve these modest gains it may be necessary to give up large (3X)

factors of performance. These tradeoffs are discussed in more detail in Chapter 4 along

with a promising method to reduce the effect of variations by using adaptive techniques to

control the supply and threshold.

Finally, Chapter 5 summarizes the contributions of this dissertation and proposes areas for

future research.
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Chapter 2

Energy-Delay Product

During the past few years many different techniques for reducing the power dissipation of

CMOS circuits have been proposed, but relatively little work has been done to compare

the benefits and costs of these different techniques. This chapter provides a review of these

techniques and compares the effect they have on power and speed of the circuit. The rest

of this thesis will investigate how the most promising of these techniques affect general

purpose processors in particular.

This chapter begins by giving a brief description of the sources of energy dissipation in

CMOS circuits, since it is important to understand this topic before addressing the

question of how to reduce the energy dissipation. It then describes different metrics that

can be used to compare designs. An attractive possibility is to represent every design as a

point in the performance-energy plane. For CMOS, since energy and performance are

highly correlated, it is often enough to compare the energy-delay product, or EDP for

short.

2.1 Energy Dissipation in CMOS Circuits

There are three sources of energy dissipation in CMOS circuits; dynamic energy, static

energy, and short-circuit energy. A simple CMOS gate consists of two transistors,

represented as a resistor and a switch, connected to a fixed output load capacitance and a

constant voltage source, as shown in Figure 2.1. Dynamic energy is due to the charging

and discharging of the load capacitance. If the output node is originally at ground and

assuming that it swings full rail, then an amount of energy equal toCV2 is drawn from the

voltage source on a low to high transition. Of this amount, 1/2CV2 is dissipated in the p-

transistor to charge the load capacitance and 1/2CV2 is stored in the capacitor itself. The

stored energy is dissipated in the n-transistor to discharge the load. Thus 1/2CV2 is

dissipated on each transition. The circuit only dissipates dynamic energy when it is active

or switching. If the output node remains at a fixed voltage level, then no energy is

dissipated. Most nodes in CMOS circuits transition only infrequently; therefore the energy

per cycle is usually written as,
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(2.1)

where n is the number of transitions during the period of interest. If the circuit is

synchronous and clocked at a frequencyf then the average power can be written as,

(2.2)

where a is the probability of a transition at the output node divided by 2. If a node

transitions every cycle thena=0.5.

Static energy is due to resistive paths between the supply and ground. The two main

sources of static energy are analog or analog-like circuits which require constant current

sources, and leakage current. Although there is some leakage current through the reverse

biased diode between the source/drain and the bulk, the more important component is

leakage through the channel when the transistor is nominally off [7]. The leakage current

density (current perµm of gate width) is proportional toe-Vth/γVt, whereVth is the

threshold voltage of the transistor,Vt is the thermal voltage, andγ is a constant slightly

E
nCV

2

2
-------------=

P aCV
2
f=

Figure 2.1: CMOS inverter.

CL
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larger than 1. Static energy is important because it can limit the energy dissipation when

the circuit is idle or in standby mode and there is no dynamic energy dissipation.

Short-circuit energy is due to both transistors being on simultaneously while the gate

switches. Troutman [8] and Chatterjee [9] provide good descriptions of short-circuit

current in CMOS circuits. As these papers show this component is usually small and

therefore will be ignored for the remainder of this thesis.

For most CMOS circuits in today’s technologies dynamic energy dissipation dominates.

For example, in a 0.6µm technology withVth=0.9V leakage current is 4-5 orders of

magnitude smaller than dynamic current (for one inverter in a 31 element ring oscillator).

That is, only when the circuit is idle for 99.99% of the time does leakage current become

an important consideration. As the amount of on-chip transistor width increases or the

threshold voltage of the transistors decreases, leakage current becomes more significant.

Chapter 4 explores in more detail how the energy efficiency of CMOS circuits changes as

the threshold voltage changes.

In order to reduce the energy dissipation it is necessary to reduce one or more ofα, C, or

V. The next section describes and compares how some often proposed low-power design

techniques attempt to reduce these quantities and how they effect the power and

performance of CMOS circuits.

2.2 Low-Power Metrics

When optimizing a design for low power it is necessary to have a metric that can be used

to compare different alternatives. The most obvious choice is power, measured in watts.

Power is the rate of energy use, orP=dE/dT. A more useful definition, however, is average

power, or the energy spent to perform a particular operation divided by the time taken to

perform the operationPavg=Eop/Top. How to define the operation of interest is arbitrary

and depends on what is being compared. In the case of a processor, it could be the energy

to run a benchmark to completion, or the energy to execute an instruction—as long as all

processors compared execute the same instructions.

Power is important for two reasons. The first is that it determines what kind of package

can be used for the chip. For example, a small plastic package, the cheapest form of

packaging, can only dissipate a few watts. A processor which dissipates more than that

will have to be sold in a more expensive package. The second reason power is important is
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because it limits how long the system battery will last. But power as a metric of

“goodness” of low-power designs has some drawbacks. The most important drawback is

that power is proportional to the operation rate, so one can reduce the power by slowing

down the system. In CMOS circuits this is very easy to do, one simply reduces the clock

frequency.

Regardless of what definition of an operation one uses, the basic problem with power

remains, that power decreases simply by extending the time required to complete an

operation. Power, therefore, is only a good metric to compare processors that have similar

performance levels. If two processors can perform computation at the same rate, then

clearly whichever dissipates less power is more desirable. If the processors run at different

rates the slower processor will almost always be lower power.

An alternative metric is the energy per operation, measured in jules/op, or its inverse,

measured in SPEC/watt or MIPS/watt. This metric does not depend on the time taken to

perform the operation, since running the processor at half the frequency means you need

to accumulate the power for twice as long. The problem with this metric is that, from

Equation (2.1) the energy per operation can be made smaller by lowering the supply

voltage. However, the supply voltage also affects the speed or performance of the basic

CMOS gates, with lower supplies increasing the delay per operation. Thus low energy

solutions might (and often do) run very slowly.

Another alternative is to use both metrics, energy and speed. Rather than representing

designs by a single number they are represented as a point in the performance-energy

plane, as in Figure 1.3 and Figure 2.2. Given some requirements, such as minimum

performance or maximum energy, one can determine which is the best solution available.

The problem with this representation is how to compare designs which have different

performance or energy levels. Without additional requirements, such as area or cost, there

is no way to decide which solution is better.

From an optimization standpoint one possible metric is the product of energy and delay,

measured in jules-sec, or its inverse, measured in SPEC2/watt. Optimizing the energy-

delay product will prevent the designer from trading off a large amount of performance for

a small savings in energy, or vice versa. As will be described later the energy-delay is also

an attractive metric for other reasons. In Figure 2.2 the EDP corresponds to the inverse of

the slope of a line that connects a design point to the origin. Thus finding a solution with a

low EDP corresponds to finding a solution which lies on a steeper line.
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2.3 Low-Power Design Techniques

From Equation (2.1) one simple way to reduce the energy per operation is to lower the

power-supply voltage. However, since both capacitance and threshold voltage are

constant, the speed of the basic gates will also decrease with this voltage scaling. The

delay of a CMOS gate can be modeled as the time required to discharge the output

capacitance by the transistor current,Tg = CV/I. Using the current model presented by [10]

this gives,

(2.3)

where α is the velocity saturation coefficient andK is a technology specific constant.

When transistors are not velocity saturatedα=2.0 and the equation reduces to the

quadratic model for transistor current. As transistors become more velocity saturatedα
decreases towards one. For typical 0.25µm technologiesα=1.3-1.5.
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Figure 2.3 plots the normalized speed of operation versus the energy per operation of a

CMOS gate as the supply voltage is scaled. The speed and energy were found by

simulating an inverter in a 0.6µm technology using HSPICE. The threshold voltage is held

constant in this example. At large voltages reducing the supply reduces the energy for a

modest change in delay. This causes the curve to bend over. At voltages near the device

threshold, small supply changes cause a large change in delay for a modest change in

energy. But fromV=1.5Vth to V=6Vth changes in energy and delay cancel each other and

the curve approaches a straight line, which corresponds to a constant energy-delay

product. Over this region the EDP remains within a factor of 2. In this case scaling the

supply voltage reduces the power dissipation but at the expense of the speed of the gates.

Looking at Equation (2.3), we see that one way to gain back the performance lost is to

scale the threshold voltage. But this increases the leakage current. Chapter 4 explores the

tradeoff between power and performance from scaling the supply and threshold voltages.

It will be shown, however, that when leakage power is a very small fraction of the total

power, as is the case in most technologies today, scaling the supply voltage does not

significantly affect the EDP.

Another technique to reduce the energy per operation is to reduce the size of all transistors

in the gate. This reduces the capacitance that needs to be switched when one of the input
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switches. Unfortunately it also decreases the current drive of the gate, making it slower.

This can be partly compensated by making the next gate smaller. At some point, however,

the load of the gate will no longer be dominated by the input capacitance of the following

gates, but rather by the capacitance of the interconnect between gates.

Figure 2.4 graphs the normalized energy per operation versus the speed of operation of a

CMOS gate as the percentage of loading that is due to gate capacitance varies from 20% to

80%. The diffusion capacitance also depends on transistor width and therefore the percent

of loading that depends linearly on the transistor width is larger than shown in the figure.

The dotted line indicates the point at which 80% of loading is proportional to transistor

width. The load will be mostly wire capacitance for small transistor, and will be mostly

gate capacitance for large devices. Continuing to increase the transistor sizes gives very

small gains in performance for a large energy cost. This causes the curve to be almost flat.

But for the points shown in the figure the difference in EDP is a factor of 2.5.

Clearly, real circuits are more complex. The gate and wire capacitance is different for

every gate, nodes transition at different frequencies, and not all gates are on the critical

path. While this problem is difficult to solve precisely, the basic tradeoff remains the same.
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Sizing the transistors allows the designer to tradeoff speed for power. At either extreme

(very large or very small transistors) the tradeoffs become poor.

Often one wants to optimize two, or perhaps more, variables simultaneously. For example

one may want to find the optimal supply voltage and transistor size. One way to visualize

the data is to plot contours of energy, delay, and perhaps energy-delay, on the supply

voltagevs transistor size plane. Figure 2.5 is an example of such a plot, and gives contours

of inverse relative EDP versus transistor size and supply voltage. The Y-axis shows the

percent of the total load that is due to gate capacitance, and the X-axis shows the supply

voltage. For the range of supply voltage and gate loading shown in this figure there is a

local minimum in the EDP at V=1.7V and 40% gate loading. The relative EDP is the EDP

normalized to the minimum value. The figure plots contours of the inverse of this metric.

Thus the value at the minima is 1 and decreases as one moves away from the minima. The

contour labeled 0.5 has twice the minimum energy-delay. The advantage of representing

the data this way is that it is much easier to understand how the variables of interest

(energy, delay, energy-delay) change with the optimization variables (supply voltage,

transistor sizing). If the data were plotted in the energyvs. performance plane then

understanding whether decreasing the supply voltage is a win is harder. In Chapter 4 this

technique is used to visualize how energy and delay change over a broad range of supply

and threshold voltages.

The reason the energy-delay product can be used to represent the performance-energy

plane is that these low-power techniques allow the designer to trade excess performance

for lower power. In Figure 2-2, for example, using voltage scaling the performance of the

design marked with a circle can be reduced until it just meets the performance target. At

that point it dissipates less energy than the design marked with a box so it is clearly a

better choice. Moving the design to a steeper line, that is reducing the energy-delay, will

result in a lower energy solution for the same performance. Using the EDP relies on the

assumption that it is possible to almost linearly trade performance and energy. If this were

not true, then one would again have to resort to the performance-energy plane. Fortunately

this condition is true for most circuits today. For the reminder of this thesis, except for

Chapter 4, the EDP is often used to compare different design alternatives. Scaling the

threshold voltage can make this condition no longer true. In that case the performance and

energy are used.

Adiabatic or charge-recovery circuits are another method that allow a designer to trade

energy for performance [11], [12]. These circuits resonate the load capacitance with an
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inductor, which recovers some of the energy needed to charge the capacitor. The energy

loss in switching the load can be reduced toCV2T/τ, whereT is the intrinsic delay of the

gate, andτ is the delay set by the LC circuit. By changing the time constant of the LC

circuit it is possible to linearly trade speed for switching energy leaving the EDP constant.

The problem with these circuits is that for a given performance level they have larger

energy requirements than normal CMOS gates [13]. Thus adiabatic circuits become

attractive only when one needs to operate at delays beyond the range viable by voltage

scaling and transistor sizing standard CMOS.

To increase the energy efficiency of the circuits it is necessary to move to a steeper line on

the performance-energy plane. As was described earlier voltage scaling and transistor

sizing do not dramatically change the EDP. One of the best techniques to improve the

energy-delay product is to improve the technology. Under ideal scaling [14] if the

minimum transistor length shrinks by a factorλ, then the energy per operation will shrink

by a factorλ3 and the delay will shrink byλ. Thus the EDP will decrease byλ4. Therefore

a 0.7 shrink of a chip will result in 1/4 the energy-delay. At the same performance the

processor will dissipate 1/4 the power. Unfortunately most technologies do not scale

ideally [15]. Often the threshold voltage does not scale linearly withλ. Furthermore, the

performance of the processor, as will be shown in Chapter 3, depends heavily on the
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performance of the external memory system, which also does not scale linearly with the

technology. Even if the threshold voltage does not scale, the reduced capacitance

improves both the energy and the delay, so their product scales at least asλ2.

Another way to improve the energy-delay product is to avoid wasting energy—avoid

causing unneeded node transitions. One common approach to solve this problem is to

make sure that idle blocks do not use any power. In CMOS circuits this can be

accomplished by disabling the clock of that block therefore preventing any more

transitions in the block. This technique is called selective activation because only blocks

which produce a useful result are activated. The key to selective activation is to control

objects that dissipate a significant amount of power. Chapter 3 explores in more detail

what power savings are possible in a processor by using selective activation, and which

blocks are likely candidates for selective activation.

Processors designers have used selective activation at many levels in order to reduce the

power dissipation. Banked caches—only part of the memory array is activated on every

access [16]—are common in low-power processors, such as the MIPSR4200 [17] and

R4600 [18], the PowerPC 603e [19], and theStrongArm-110 [20]. Some low-power

processors, such as thePowerPC 603e, also contain control logic which determines, on a

cycle by cycle basis, which functional units need to be activated.

Another common technique to reduce wasted power is to slow down the clock frequency

when the processor is idle. All of the low-power processors listed before have a reduced

power mode where the clocking frequency is reduced to a fixed multiple of the system

clock. In some cases the processor clock can be stopped completely. Reducing the clock

frequency when idle will, on average, extend battery life. But it will not make the

processor more efficientper se. Reducing transitions while the processor is active can give

some power savings but, as will be shown in Chapter 3, these savings are limited to less

than a factor of two or three. In order to obtain larger savings it is necessary to look at the

problem from the system level.

Re-thinking an algorithm can give orders of magnitude improvement in energy-delay.

Accessing memories, for example, is relatively expensive in energy terms, while

performing computation is relatively cheap. For many applications it is possible to reduce

the energy dissipation by performing more computation in order to reduce the number of

memory accesses [21]. In many cases rethinking the algorithm gives an improvement in

both energy and delay, which means the energy-delay decreases as the square of the gains.
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If an algorithm requires two operations in series—each of which requires one unit of time

and one unit of energy—then changing the algorithm so that it only requires one operation

will decrease the EDP by a factor of four, a factor of two from the energy and a factor of

two from the delay. Tsern and Gordon [22], [3] estimate that redefining the DSP

compression algorithm provided at least an order of magnitude reduction in the energy-

delay product.

Unfortunately designers of general purpose processors cannot re-think the algorithm. That

is something only the system programmer can do. Fortunately, however, redefining the

algorithm is not the only way to attack the problem at a system level.

One can improve the energy-delay product by reducing either the energy or the delay per

operation. One way to reduce the effective delay without affecting the energy—to a first

approximation—is to exploit parallelism. For example, if one functional unit can execute

one operation every cycle, then adding a second functional unit in parallel will double the

performance, to two operations per cycle, but leave the energy per operation unchanged.

This is because it now takes roughly twice the energy to compute two results. The EDP is

cut by half. Ideally the energy-delay goes down withN, the degree of parallelism. In

reality, however, there is always some energy and delay overhead to distribute the

operands and to collect the results. Furthermore, the amount of parallelism may be

limited—the second functional unit may be idle part of the time—so the actual

improvements in both performance and EDP will be smaller thanN. However, exploiting

parallelism is a very powerful general technique to increase the energy efficiency of

circuits.

The improvements in energy-delay is independent of how the parallelism is extracted

(pipelining, parallel machine, etc.) although the overhead factors will be different. For

DSP applications with a large amount of parallelism, the performance gains allow the

resulting systems to run at very low supply voltage, use small transistor sizes, and still

meet their performance targets [23].

Exploiting parallelism has been a common way to increase the performance of processors.

In the late 80’s RISC processors popularized pipelining as a way of exploiting parallelism.

Pipelining overlaps the execution of instructions, so that even if an instruction takes more

than one cycle to execute, it appears as if the processor can execute one instruction per

cycle. During the early 90’s super-scalar machines, which can execute more than one

instruction per cycle, became popular. These machines exploit parallelism both by
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pipelining and by executing more than one instruction per cycle, as is shown in Figure 2.6

In the past few years the maximum issue size of processors has increased, to try to exploit

more parallelism. Unfortunately the parallelism available in typical programs is very

limited [24], [25], [26]. Researchers have found that for realistic machines the cycles per

instruction (CPI) is greater than 0.5. This means on average less than two instructions start

execution on every cycle. Trying to extract additional parallelism often results in

decreased performance because the added hardware increases the cycle time. Therefore

even if the amount of parallelism available is larger [27] the performance gains are

limited.

One surprising fact is that parallelism does not seem to greatly affect the energy-delay of

processors. Table 2.1 shows more information for the same processors as in Figure 1.3.

The SPEC2/W metric, which is inversely proportional to the energy-delay, does not seem

to correlate with the maximum issue size of the machine, as previous paragraphs suggest.

This result is rather surprising since designers of signal processing chips have used

parallelism to dramatically improve the efficiency of their circuits. The next chapter

explores the effectiveness of exploiting parallelism in improving the energy-delay product

of processors, and explains why the results are modest.

Figure 2.6: Scalar and super-scalar processors pipeline diagrams.
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Dec 21164 UltraSPARC P6 R4600 R4200 Power 603

SPECavg92 426.00 305.00 175.00 97.00 42.50 80.00

Power 50.00 30.00 15.00 5.500 1.80 3.00

SPEC2/W 3629.50 3100.83 2041.70 1710.33 1003.47 2133.33

Lmin 0.50 0.45 0.60 0.64 0.64 0.50

SPEC2/Wλ2 4480.90 3100.83 3629.69 3459.51 2029.73 2633.74

Max Issue 4 4 3(3) 1 1 2

Table 2.1: Current processors.
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Chapter 3

Micro-architectural Tradeoffs

This chapter explores how the micro-architecture of a processor changes its energy

efficiency. One common technique to speed-up processors is to overlap the execution of

instructions, i.e. to exploit the parallelism available at the instruction level. This can be

accomplished by simply pipelining the execution of instructions, or more aggressively by

executing more than one instruction at once. The next section investigates the tradeoffs in

energy-delay of exploiting instruction level parallelism (ILP) using idealized models of

pipelined and super-scalar processors. The results show that pipelining gives a large boost

in efficiency while super-scalar issue only gives a small improvement. Then Section 3.2

explores how far current implementations are from these inherent limits by looking at two

processor implementations, a simple RISC machine and TORCH—a super-scalar

processor designed at Stanford. In Section 3.3 the energy dissipation of these realistic

machines is categorized into four components. The section shows that most of the energy

dissipation is in clocking and storage circuits.

Simply increasing the rate at which the processor can execute instructions is not enough.

Often the memory system cannot provide enough instructions and data for the processor to

operate on. That is, the performance is limited by the memory system. Furthermore, the

memory system dissipates a considerable amount of power, sometimes more than the

processor itself. Section 3.4 explores how the design of the memory hierarchy affects the

energy-delay product of the system as a whole.

Finally the last section of this chapter investigates how more sophisticated architectural

features, such as non-blocking caches and out-of-order issue, will affect the energy-delay

of processors.

3.1Lower Bound on Energy and Energy-Delay

Although there have been several papers that have presented dramatic reductions in the

power dissipation of processors, there has been no work to investigate what is the lower

bound on the energy and energy-delay product. Therefore one cannot determine if the
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reductions accomplished represent a large fraction of the potential improvements. This

section investigates what these bounds are by looking at three idealized machines: an

unpipelined processor, a simple pipelined RISC processor, and a super-scalar processor.

All processors fundamentally perform the same operations, they sequence through the

steps shown in Figure 3.1. They fetch instructions from a cache, use that information to

determine which operands to fetch from a register file, then either operate on this data, or

use it to generate an address to fetch from the data cache, and finally store the result. These

operations are sequenced using a global clock signal. High performance processors have

sophisticated architectural features that improve the instruction fetch and data cache

bandwidth and exploit more instruction level parallelism. But they must still perform

these basic operations for each instruction. In a real processor, of course, there is much

more overhead. For example, often many functional units are run in parallel and only the

“correct” result is used. In addition considerable logic is needed to control the pipeline

during stalls and exceptions. However, since this overhead depends on the implementation

and in some sense is not essential to the functionality of the processor it will be neglected.

Most of the operations outlined above require either reading or writing one of the on-chip

memories—instruction and data caches, and the register file. Only one of the steps

requires computation. So it will be aggressively assumed that the energy cost of

performing computation is zero, and also that communication costs within the datapath is

also zero. Only the energy needed to read and write memories, and, where required, the

energy to clock essential storage elements, such as pipeline latches is considered.

Furthermore these ideal machines only dissipate energy when it is absolutely necessary.

Most processors perform some operations speculatively, in the hope that the result is

useful. These ideal machines have perfect knowledge so there is never a need for

speculative operations or unwanted transitions, such as glitches.

3.1.1  Simulation Methodology

To estimate the energy dissipation of these idealized machines a simple trace based

method is used. In these machines all the energy is dissipated in memories or storage

elements, and is independent of the data values. The energy required to read a memory is

independent of the data value read. The number of memory accesses is computed from the

instruction trace. The product of the energy per operation times the number of operation of

each type gives the total energy dissipation. The clock energy is found by determining the

capacitance of a single latch and multiplying by the minimum number of latches to

maintain the processor state and ensure correct operation.
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The memory power model developed by Amrutur (described briefly in Appendix B) was

used to estimate the power of the caches. The memory model was developed for a 0.8µm

process, so this process is used throughout this chapter for the simulations. The power of

the register file was estimated by using a modified version of Amrutur’s models to account

for the difference in size and the number of read/write ports needed. The power model of

the register file takes into account the number of active ports so the power requirements

depend on the number of operands being read and written.

The latency of the functional units only depends on the particular implementation and is

independent of the processor micro-architecture. The latency of the functional units can be

characterized by the number of equivalent fanout-of-four inverters which have

approximately the same delay1. The cycle time of the processor, if it is pipelined, can be

measured using the same units. For current processors the cycle time is in the order of 30

fanout-of-fours. Chapter 4 will explain in more detail why using the equivalent number of

fanout-of-four inverter delays is a good metric. The latencies of the functional units, in

inverter delays, are assumed to be as follows: branch 60 (2 cycles), ALU 90 (3 cycles),

and load/store 120 (4 cycles).

1. A fanout-of-four inverter drives four equally-sized inverters.

Figure 3.1: Basic processor operation.
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The energy dissipation depends also on the benchmark being run, since it determines how

many times the on-chip memories must be accessed. Due to the limited simulation speed

(only about 1 Hz when simulating the complete machines described in the next section)

only two benchmarks from the SPEC benchmark suite were used: compress and jpeg. The

first is typical of integer programs that have many unpredictable branches. The second is

typical of multimedia programs which are becoming popular. Due also to the slow

simulation speed the benchmarks were run with reduced inputs. The benchmarks were

compiled using the TORCH optimizing C compiler or the MIPS C compiler, depending on

the target machine.

3.1.2  Machine Models

The simple machine is the most basic compute element, similar to DLX [28]. The

processor consists of a state machine that fetches an instruction, fetches the operands,

performs the operation and stores the result. The processor is not pipelined so each

instruction completes before the next one is fetched. Since this machine is not pipelined

no energy is dissipated in clocking. Only the energy required to read and write the caches

and register file is taken into consideration. This implementation should have the lowest

average energy per instruction; however, since it does not take advantage of the available

parallelism, it will have relatively poor performance and high energy-delay product.

To improve performance one can create a pipelined processor that is similar to the

previous one, except that it uses pipelining to exploit instruction level parallelism. That is,

more than one instruction is executed concurrently. Thus the change in energy-delay

product of this machine compared to the ideal will be due entirely to pipelining. This

machine uses the traditional MIPS or DLX [28] 5-stage pipeline shown in Figure 2.6. In a

pipelined machine, because multiple instructions are being executed simultaneously, it is

necessary to have some synchronization or storage elements, such as flip-flops or latches,

in the datapath portion of the machine to ensure that data from different instructions do not

corrupt each other. Therefore in addition to the energy required to read and write

memories the energy required to clock the latches in the pipeline and the PC chain is also

taken into account.

The ideal super-scalar processor is similar to the pipelined machine, except that it can

execute a maximum of two-instructions per cycle. One can classify super-scalar

processors into two groups, statically scheduled and dynamically scheduled. Statically

scheduled processors rely on the compiler to determine an instruction execution sequence
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that guarantees program correctness. The compiler must ensure that before an instruction

is executed all of its source operands are available. Dynamically scheduled processors rely

on on-the-fly dependency analysis to determine which instructions can be executed

concurrently. In these machines the hardware ensures that when an instruction is executed

its source operands are available. For this idealized machine how the ILP is found is not

important, since the energy dissipated in the control logic is not taken into account. What

matters is how much parallelism is exploited. Therefore the experiments were done using

an aggressive static scheduler from TORCH [29] which gives comparable performance to

a dynamic scheduled machine. Since most integer programs do not have enough

parallelism to fill both issue slots regularly, this machine supports some conditional

execution of instructions as directed by the compiler. This machine is an idealization of

the TORCH machine that is described in a later section. The difference in energy-delay

product between this machine and the previous one will be due to the ability to exploit

more parallelism by executing two instructions in parallel each cycle.

3.1.3  Comparison of Energy and Energy-Delay Product

Figure 3.2 shows the total energy required to complete a benchmark on the three machines

versus their performance. All numbers in this section have been normalized to the

corresponding value for the super-scalar processor. As expected the unpipelined machine

has the lowest energy dissipation, and the super-scalar machine has the highest. The

unpipelined machine, however, has relatively poor performance. One can instead build a

pipeline processor, which dissipates slightly more energy but has much better

performance. Thus it has a much lower energy-delay—about 2X lower than the

unpipelined machine. Super-scalar issue only gives a small improvement in energy-delay

product. The performance gain is smaller and the energy cost is higher. In this simple

model, a processor with a wider parallel issue would be of limited utility for reducing the

EDP. The basic problem is that the amount of instruction level parallelism (in the integer

benchmarks used) is limited, so the effective parallelism is small. Yet increasing the peak

issue rate increases the energy of every operation, even in this ideal machine because the

energy of the memory fetches and clocks will increase. Furthermore, the speedup of the

super-scalar processor is limited by Amdahl’s law. All three processors spend the same

number of cycles waiting for data from memory because the memory hierarchy is the

same for all three. As the performance of the processor increases the stall time becomes a

larger fraction of the total execution time, so that the corresponding decrease in energy-

delay product will be smaller. As will be shown in the following section, the overhead in a
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super-scalar machine is actually worse than that of a simple machine, and overwhelms the

modest gain in energy-delay product gained from parallelism.

3.2 Processor Energy-Delay Product

To see how real machines compare with the ideal machines described in the previous

section, this section looks at two processors designed at Stanford, a simple RISC machine

and a super-scalar processor called TORCH. For the real processors all sources of

overhead were considered, including control, communication, and all architecturally

defined state. This is unlike the idealized machines where attention was focused only on

the essential operations. As has been shown before [17], [30], [19], [31], some simple

optimizations can yield significant gain in energy dissipation. So these optimizations,

which are described in Section 3.2.3, were performed on our processors as well.

The simulation framework for evaluating these machines is given next, and is followed by

a brief description of the two machines we simulated. Having described the simulation

setup the energy and delay results are presented and then are compared to the idealized

machines presented earlier.

� Unpipelined
� Pipelined
� Super-scalar

|
0.00

|
0.20

|
0.40

|
0.60

|
0.80

|
1.00

|0.00

|0.20

|0.40

|0.60

|0.80

|1.00

 Normalized Energy

 N
or

m
al

iz
ed

 P
er

fo
rm

an
ce

�

�

�

Figure 3.2: Normalized performance and energy of idealized machines.
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3.2.1  Simulation Methodology

CMOS gates dissipate energy only when their outputs transition. Thus the energy

dissipation over time depends on the particular input sequence chosen. For a processor

this implies that the energy to run a benchmark depends on the data used by the program.

This makes simulating the real machines hard, since it is necessary to model the machines

in great level of detail.

In order to estimate the total energy dissipation it is necessary to know how many times

each node transitioned, and what the total capacitance of that node is. Fortunately a

complete RTL (Verilog) description of both processors under investigation was available.

The model includes the main datapaths, instruction and data caches, co-processor 0

(system or privileged state), TLB, and external interface; although it does not include a

floating point unit. The model can stall, take exceptions and interrupts, or suffer cache

misses. Specialized CAD tools were developed to estimate the total capacitance at each

node in the model. The operation of the CAD tools is described in Appendix A. A

commercial Verilog simulator is used to run a benchmark on the processor model. During

the simulation a special tool accumulates the number of transitions on every node. The

total energy dissipation is proportional to the sum over all nodes of the transition count

times the capacitance.

The on-chip memories are modeled by assuming a certain energy dissipation every time

the memory is read or written. For example, whenever the instruction cache access signal

is enabled all of the access energy is added to the total. No toggle or capacitance

information is kept for the internal nodes of the memories. The processors implemented

contain a TLB which is also modeled using a modified version of Amrutur’s model. For

the TLB it is important to model the power dissipation of the match lines. On an access

they are all pre-charged high and all but one transition low. The power of the TLB was

150mW at 100MHz.

To ensure accurate comparisons with the idealized machines the same benchmarks were

run on these processors. See Section 3.1.1.

3.2.2  Machine Models

The simple RISC processor is similar to the original MIPS R3000 described by Kane [32],

except that it includes on-chip caches. The processor has the same five-stage pipelined

that was shown in Figure 2.6. This processor is similar to the ideal pipelined machine
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except that it accounts for all the energy required to complete the instruction and it

includes all the overhead associated with the architecture, such as the TLB and co-

processor 0. The difference in energy-delay product between this processor and the

pipelined ideal machine represents a limit on possible improvements in efficiency by

focusing only on the logic required to execute an instruction.

TORCH [29] is a statically scheduled two-way super-scalar processor, which uses the

same five stage pipeline that was shown in Figure 2.6. TORCH supports conditional

execution of instruction directed by the compiler. The processor includes shadow state that

can buffer the results of these conditional instructions until they are committed. To

improve the code density a special NOP bit is used to indicate that an instruction should be

held for a cycle before it is executed. This is important in programs that do not have

enough parallelism to keep both datapaths busy because it improves the instruction cache

performance and reduces the number of cache accesses needed to complete a program.

Instructions are encoded in a 40-bit word which are packed in main memory using a

special format that improves the instruction fetch efficiency. Instructions are unpacked as

they are written in the first level instruction cache.

TORCH is a good example of a low-power super-scalar processor since it should have a

smaller overhead than a dynamically scheduled machine. And because TORCH has

similar performance as a dynamically scheduled machine [29] TORCH should have lower

energy-delay. Section 3.5 examines in more detail the energy cost of out-of-order issue.

3.2.3  Energy Optimizations

The additional energy associated with a particular architectural feature can be divided into

overhead and waste. Overhead is that part of the energy that cannot be eliminated with

careful design. For example, adding additional functional units will increase the average

wire length thus increasing the overhead of the architecture. Other sources of energy can

simply be designed away. For example, in a pipelined design clock gating can be used to

eliminate unwanted transition of the clock during interlock cycles. A good implementation

will reduce waste as much as possible. However, the designer must carefully weigh the

gains in power dissipation versus the cost in complexity or cycle time. If a particular

optimization causes a large increase in cycle time then dissipating slightly more energy

but running at a higher frequency may be better.

As this section will show eliminating all of the waste is difficult because much of it is

scattered among a large number of functional units. The key to effectively reducing
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energy waste is to find points that have large leverage such that a small design change will

produce large energy savings. Thus nodes which have a large amount of capacitance, such

as clocks and buses, are prime target for selective activation. Furthermore large structures,

such as memories are also good candidates since they dissipate a large amount of energy

and can be easily controlled. Most memories have a read enable and write enable signals.

Following are a few techniques that were used to reduce waste in the implementations.

Clock gating can be used to eliminate transitions that have no effect. In these

implementations latches in the datapath are qualified when the instruction does not

produce a result or when the processor is stalled waiting for data from the outside world.

In TORCH densely coded NOP’s improve the code density and reduce the number of

instruction cache accesses. However, they introduce extra instructions into the pipeline

which can cause spurious transitions. Using clock gating can eliminate these spurious

transitions. Also, all latches that are not in the main execution datapath are qualified.

These latches tend to be enabled only infrequently, and clocking them every cycle is

inefficient. For example, latches in the address translation datapath only need to be

enabled on a load or store instruction, or during an instruction cache miss.

Most of the latches in the control sections are not qualified since this can introduce clock

skew. Control sections are automatically synthesized and therefore it is not possible to

have very fine control over the implementation of clock gating. However, the power

dissipated in the control sections is only a small fraction of the total power, and the clock

power is only a fraction of that. Some control signals are qualified to prevent spurious

transitions in the datapath buses. If an instruction has been dynamically NOPed then

preventing the datapath latches from opening is not sufficient. If the control signals to the

datapath change, this can cause spurious transitions on some of the datapath buses, which

can cause significant energy consumption. Since buses have large amounts of capacitance

spurious transitions can dissipate significant amounts of power.

The use of clock gating saved approximately one third (33%) of the clock power or close

to 15% of the total power. Most of the latches in datapath blocks have an enable signal. To

further reduce the energy it would be necessary to either make the enabling signal more

restrictive or qualify latches in the control sections. In either case further improvements

would require a larger effort and provide smaller returns.

Selective activation of the large macro-cells was used to reduce power dissipation.

Obviously the most important step was to eliminate accesses to the caches and the register
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file when the machine is stalled. Also important was to eliminate accesses to the

instruction cache when an instruction is dynamically NOPed. In this case the instruction

has already been read on the previous cycle so there is no need to re-read the cache. By

doing so approximately 8% of the power dissipation was saved.

Speculative operations are commonly used to improve the performance of a

microprocessor. For example two source operands are read from the register file before the

instruction is decoded. This reduces the critical path but consumes extra energy, since one

or both operands may not be needed. One simple way to eliminate the waste is to pre-

decode the instruction as they are fetched from the second-level cache, and store a few

extra bits in the instruction cache. Each bit would indicate whether a particular operand

should be fetched from the register file. Since the energy required to perform a cache

access is not a strong function of the number of bits accessed the cost will be small.

The designers of the DEC 21164 chip used a similar idea [4]. The second level cache is

96KB 3-way set-associative. To reduce the power dissipation the cache tags are accessed

first. Once it is known in which bank, if any, the data is resident in, only that bank is

accessed. This reduces the number of accesses from 4 to 2, reducing the power

dissipation. However, the first-level cache refill penalty increases by one cycle.

The idea of reducing speculative operations should not be taken too far. In TORCH, as in

most microprocessors, computing the next program counter (PC) is one of the critical

paths. The machine must determine whether a branch is taken, and then perform an

addition to either compute the branch target or to increment the current PC. To remove the

adder from the critical path, TORCH performs both additions in parallel, while the

outcome of the branch is determined, and then uses a multiplexer to select one of the two

results. The energy saved by eliminating the extra addition is negligible, while the cycle

time penalty is large. Thus designers should carefully consider the tradeoff when

eliminating speculative operations.

Figure 3.3 shows the energy saved using the simple optimizations presented in this

section. The bar labeled “Original” refers to the un-optimized processor. In “Clock” only

clock qualification is enabled. In “Selective” clock qualification and selective activation of

the caches and register file are enabled. The numbers have been normalized to the energy

of the fully optimized design. Thus simple optimizations can save almost 20%-25% of the

total power. However further gains would be harder to come by because—as will be
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shown later—the energy is dissipated in a variety of units, none of which accounts for a

significant fraction of the total energy.

3.2.4  Energy and Energy-Delay Results

Figure 3.4 shows the energy and performance for the ideal super-scalar machine, the

simple RISC machine, and TORCH. All figures in this sections have been normalized to

the corresponding value for TORCH. As expected TORCH requires the most energy to

execute a program, closely followed by the RISC processor. The difference in energy

between the ideal machine and TORCH represents an upper bound on potential future

improvements from eliminating waste. Since TORCH and the ideal super-scalar machine

have identical execution models they have the same execution time. The super-scalar

processors have a 1.35X speedup when compared to the single issue machine. With an

ideal memory system the speedup would have been 1.6X. This highlights the importance

of the external memory system, even in low-power applications. This topic is discussed in

more detail in Section 3.4. TORCH and the simple RISC processor have nearly the same

efficiency. Super-scalar issue provides a small gain in performance. Unfortunately it also

increases the energy cost of all instructions. The net result is no significant improvement

in energy-delay product.
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We expect the power dissipation of the super-scalar processor core to be about 1W-2W at

100MHz in a 0.8µm technology.

The ideal super-scalar processor is roughly twice as efficient as the real machine. This

means that no important sources of energy dissipation were overlooked in the idealized

machines. In order to understand how to improve the efficiency of TORCH the next

section looks at where the excess energy is dissipated.

3.3 Energy Breakdown

In this section the energy dissipation is broken down into four categories. The first is

energy dissipated in reading and writing memories, such as the caches, and the register

file. The second category is energy dissipated in the clock network. The third is energy

dissipated in global interconnect nodes, such as the instruction bus, operand buses, and so

on. The final category comprises everything not in one of the previous categories, and

includes all control and data logic.

Figure 3.5 shows the energy breakdown for three of the five machines simulated. The

figures have been normalized to the total energy dissipation of TORCH. The energy
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dissipated in the on-chip memories is almost the same in the ideal machines and in our

implementations. This means that the optimizations to reduce the number of unnecessary

cache accesses were successful. The clock power in the real machines is slightly higher

since there is a large amount of state that was not considered in the ideal machines.

Although each storage element dissipates very little energy, the sum total represents a

significant fraction. Global interconnect and computation each represent about 15% of the

total energy. The most important point in this graph is that further improvements in

energy-delay product will be hard to come by because the energy is dissipated in many

small units. To reduce the energy significantly one would have to reduce the energy of

many of these small units.

This section ignored the energy required to communicate with the external memory

system and the energy dissipated in the external memories. Since such a large percentage

of the energy is dissipated in the on-chip memories it is only natural to wonder how the

energy and delay of the processor depend on the organization of the external memory

hierarchy. The next section explores these tradeoffs.
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3.4 Memory Hierarchy Design

The number of different ways to organize the memory system is almost unlimited, which

explains the large number of papers related to memory hierarchy design. Przybylski [33]

presents an excellent description of memory hierarchy design for high performance. This

section extends that analysis to cover power as well as performance. This section

describes the typical architecture of processor systems, followed by a description of the

simulation methodology used. Then Section 3.4.3 explores how different memory system

parameters affect the performance and power of the system.

3.4.1  System architecture

Processor systems are generally organized as shown in Figure 3.6. A fast bus connects the

processor, second level cache (L2) and the cache controller (CC), although increasingly

the cache controller is integrated with the processor. This bus usually operates at a high

frequency (~100MHz), and requires special termination in order to guarantee signal

integrity. Therefore the power dissipated to drive the bus can be significant, even if the

total capacitance is not large. The processor, cache controller, and main memory are also

connected to the main processor bus. Other chips, such as the I/O controller and memory

controller that need to read or write main memory are also connected to the processor bus.

The processor bus operates at only a fraction of the speed of the L2 bus. Due to the large

loading on the main processor bus the energy required to drive it is also considerable.

Normally the first level cache (L1) is on the processor itself. Some systems contain only

one level of caching. In this case the L2 cache and the L2 bus disappear. If present, the

Figure 3.6: Architecture of processor system.
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second-level cache can be on- or off-chip. An external L2 cache is built using standard

SRAM parts. The tag portion of the cache can be built using SRAM’s or can be integrated

with the processor. Main memory is built using standard DRAM chips. The caches are

assumed to be write-back in order to reduce accesses to lower-levels.

3.4.2  Simulation Methodology

In this section the processor is modeled as dissipating a fixed amount of energy per

instruction executed. As was discussed earlier most of the energy is dissipated in essential

functions that all instructions must perform, so differences in the energy dissipation of

instructions are small. It is also assumed the processor on average executes 1.45

instruction every cycle. This corresponds to 0.688 cycles per instruction (CPI)—same as

TORCH with a perfect memory system. The actual CPI of the processor is the base CPI

plus the average CPI contribution due to the memory hierarchy.

A trace-driven simulator [34] was used to find the miss rate of the SPECint92 benchmarks

on a particular memory organization. The timing model presented by Wilton and Jouppi

[35] is used to find the access time of the on-chip caches. It is assumed that the cycle time

of the processor is the maximum of a base number (7ns) or the access time of the L1

cache. For most processors accessing the instruction and data caches are two of the critical

paths. Increasing the size of the caches decreases the maximum operating frequency. Only

for very small sized caches is the cycle time limited by other logic on the processor. The

model presented by Amrutur [16] and described in Appendix B is used to find the energy

dissipation of on-chip caches. The access time of external components (L2 and main

memory) is set by the access time of the chips, plus some overhead to do processing.

Table 3.1 and Table 3.2 describe important characteristics of the SRAM and DRAM chips

used to built L2 and main memory. The simulated DRAM’s are extremely fast in order to

make the simulations conservative. Since DRAM power is specified as a constantIDD

current while the part is active reducing the access and cycle time reduces the energy

dissipation per access. Furthermore, it reduces the processor performance degradation that

is due to the memory system. One very important consideration is how the DRAM chips

are accessed. To build a 32-bit wide memory, it is possible to access 4 8-bit wide chips or

8 4-bit wide chips (ignoring parity for this example). Part of the energy dissipated in

accessing a DRAM is fixed overhead, and the remainder is linearly dependent on the

number of bits read. The overhead is due, among other things, to DRAM’s reading

thousands of bits during the row access (RAS). These bits are held in the sense amplifiers
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and are then driven off-chip during column access (CAS). Increasing the access width will

amortize the overhead over a larger number of bits, reducing the energy dissipation. The

increasing size of DRAM chips also encourages designers to use wider DRAM’s because

it allows the user to add main memory in smaller increments.

In Table 3.1 miss time refers to the number of processor cycles from the moment the L1

cache detects a miss until the second level cache returns the first word. The transfer time

depends on the line size.

Manufacturer Cypress

Size 1Mbit (64K x 18)

Active IDD current 265mA

StandbyIDD current 20mA

Access width 18 bits (16 bits data, 2 bit parity)

Pad capacitance 5pF

Access time 10ns

Miss time 6 cycles

Table 3.1: Summary of SRAM characteristics.

Manufacturer NEC

Size 16Mbit (1M x 16)

RAS time 60ns

CAS time 40ns

Active IDD current 170mA

RefreshIDD current 170mA

StandbyIDD current 110µA

Access width 16 bits

Pad capacitance 5pF

Access time 100ns

Miss time 19 cycles

Table 3.2: Summary of DRAM characteristics.
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In Table 3.2 miss time refers to the number of processor cycles from the moment the

processor detects a miss until it receives the first word from the DRAM.

The results shown below ignore the energy dissipated in the DRAM refresh. Although the

IDD current during refresh is comparable to the activeIDD current, time spent doing

refresh is much smaller than the time spent in active mode. The refresh power is in the

order of 10mW, which is much smaller than the access power. One needs to worry about

the refresh energy only when the processor is idle for extended periods of time but the

DRAM’s are not in standby mode.

For these simulations it was assumed the L2 bus uses series termination such that the

energy dissipation can be modeled as 1/2CV2. Using series-parallel termination would add

10mW-40mW of power to the bus, due to short-circuit paths between supply and ground.

Using parallel termination would add a fraction of that power, depending on how often the

driver pulls against the resistor. Assuming a random distribution half the cycles would

have static current, so the additional power would be 5mW-20mW. For comparison the

dynamic power of a 50pF capacitor at 100MHz is in the order of 15mW, assuming random

distribution of inputs. The power dissipation of the processor bus is also modeled as 1/

2CV2. The capacitance of the bus depends on how many chips are connected to it because

pads are a significant source of capacitance. For these simulation it is assumed the

processor, all the memory chips, and two more devices are attached to the bus. The

capacitance of the bus also depends on the physical length of bus. PCB traces have a

capacitance of approximately 1.25pF/cm of length. The bus is assumed to be 20cm long.

The total capacitance of the bus is 125pF.

3.4.3  Energy and Performance Tradeoffs

Figure 3.7 shows the average energy per instruction dissipated in the external memory

hierarchy broken up into the different components, as the combined (instruction plus data)

size of the first level cache increases. The energy dissipated in the processor is also shown.

The instruction and data caches are of equal size. There is no second level cache. The

main point to notice is that DRAM’s dissipate large amounts of energy per access.

Therefore small caches are inefficient because main memory must be accessed often. As

the size of the first level cache increases the DRAM’s are accessed less frequently. It is not

until the first level cache is relatively large (32K) that the energy dissipation of the

DRAM’s becomes comparable to that of the first level cache. Having a small cache does

not only affect the energy dissipation, it also affects the performance. As the size of the
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first level cache increases, the miss rate decreases. Figure 3.8 shows a plot of the energy-

delay product for the same memory hierarchy. Most of the change in energy-delay comes

from a lower CPI due to a lower miss rate. Ideally as the cache size increases the energy-

delay should decrease quadratically. But this ignores the fact that the cycle time of the

processor changes as the L1 cache size changes. If the cache is small increasing the size

increases the performance because the performance gain due to lower miss rate is larger

than the performance lost due to slower cycle time. As the miss rate curve flattens out,

increasing the cache size results in decreased performance. The other drawback of

increasing the cache size is that the die area and on-chip power increase. For many

applications die area and power are tightly constrained—for example power must be less

than 1W-1.5W if the processor is to be sold in a plastic package. In this case system

efficiency must be traded off for lower processor cost.

One way to improve the efficiency of processor would be to integrate the DRAM and the

processor on the same die. This eliminates some of the power dissipation in the processor

bus and increase the performance of the processor. Ideally this would eliminate the L1Bus

component in Figure 3.7. But since the cost of driving on-chip wires from the DRAM to

the processor is not negligible the gains will be smaller. Having the processor and DRAM

on the same die would also allow wider buses between them, which would in turn reduce
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the cache refill time. The data transfer time could potentially shrink from 8 cycles (32B

line and 32b bus) to 1 cycle (256b interface). If the processors waits for the entire transfer

to complete before re-starting this reduces the average CPI by 0.1. Increasing the size of

the databus would also increase the efficiency of the DRAM. As was stated earlier in a

DRAM hundreds or thousands of bits are accessed on every read. In conventional

DRAM’s most of these bits are unused and therefore the energy spent reading them is

wasted. If the bus from the memory is much wider then this overhead will decrease.

Quantifying this reduction is hard since it depends on the internal architecture of the

DRAM. Another alternative is to latch the data read from the DRAM core in the sense

amplifiers, similar to how Rambus DRAM’s work [36]. Most of a processor’s main

memory requests are for a complete L2 cache line. The entire cache line could be read

once and held on the sense amps while it is driven to the processor.

There are other cache parameters that affect the power and performance of the processor.

Figure 3.9 shows how the energy-delay changes as the degree of associativity of the cache

increases. For very small cache sizes increasing the associativity decreases the miss rate

improving the EDP. As the size of the cache increases the energy cost of higher

associativity—having to access multiple banks simultaneously—overcomes the

decreasing miss rate advantage. So for large cache sizes direct mapped caches are the most
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efficient. One way to improve the efficiency is to use column associative caches [37].

Column associative caches use a hash-rehash algorithm. The cache first tries to find that

data using the normal hash function. If the data is not found, then it will try using a rehash

function. How to define the rehash function is arbitrary, but Agarwal suggest using bit-

flipping. This algorithm eliminates the need to access two cache banks in parallel, and

eliminates the tag comparator and data multiplexer from the critical path of the cache.

This technique works well because data can most often be found using the first hash

function. Only very infrequently is it necessary to rehash into the cache. Thus the

performance and energy overhead are small. Agarwal has found the performance of

column associative caches to be almost identical to that of 2-way set-associative caches.

Our own simulations show the energy dissipation is similar to that of a direct mapped

cache.

Figure 3.10 shows how the energy-delay changes as the line size of the cache increases.

Although there is some improvement due to larger lines—because larger lines have

smaller miss rates—the effect of line size in the efficiency of the system is small.

Increasing the L1 cache size has a large effect on performance and therefore on energy-

delay. Another way to increase the performance and reduce the energy is to add a second-

� Direct
� 2-way
� 4-way
� 8-way

| | | | | | ||0

|20

|40
|60

|80

|100

|120

|140

 Total L1 Cache Size (bytes)

 E
ne

rg
y-

D
el

ay
 P

ro
du

ct

128k16k2k 32k4k 64k8k

�

�

�

�

�
�

�

�

�

�

�
� �

�

�

�

�

�
� �

�

�

�

�

�
�

�
�

Figure 3.9: Energy-delay versus associativity for single level hierarchy.



3.4.3  Energy and Performance Tradeoffs

39

level cache. Ideally the L2 cache should be implemented on the processor die in order to

reduce miss penalty by making the cache access as fast as possible. Adding a second-level

cache instead of using very large first level caches has several advantages as described by

Jouppi and Wilton [38]. The two most important advantages are first, the access time and

access energy of the first-level caches are smaller. This increases the frequency of the

processor and reduces the average energy per instruction. And second, because the access

time of the L2 cache is not as critical it can have higher associativity. To reduce the energy

dissipation it is possible to first access the tag arrays, determine in which bank, if any, the

data resides in and then access only that bank, as it is done in the21164 chip from DEC.

Figure 3.11 shows the energy-delay product for a system with 128Kbyte 4-way set-

associative on-chip L2 cache as the combined first level cache size increases. As a

reference the EDP of a system with single-level caching is shown as a dashed line. The

change in energy-delay as the size of L1 caches changes is much smaller. The L2 cache

filters most of the misses that would otherwise have gone to main memory. Increasing the

size of the L2 cache increases the performance slightly but in our model it also increases

the energy so the change in EDP is almost negligible. For benchmarks with large data-sets

having a larger L2 cache would be advantageous. The energy of main memory is fixed

because the number and frequency of accesses to main memory depend only on the

characteristics of the L2 cache. The energy dissipated in the L1 cache remains unchanged
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Figure 3.10: Energy-delay versus line size for single level hierarchy.
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if compared to a system with a single level of caching. The L2 cache does dissipate some

additional energy, but less than the energy that would be dissipated by the DRAM’s if the

L2 cache was not there.

In most processors it is not possible to have so much on-chip memory due to die size

limitations. In this case the L2 cache can be implemented with commercial SRAM chips.

The main reason having an L2 cache is advantageous is that the access energy of SRAM

chips is lower than that of DRAM chips. Figure 3.12 shows the average energy per

instruction for such a system broken down into its consisting components. As a reference

the average energy per instruction for a single level hierarchy is shown as a dashed line.

The L2 cache is held fixed at 512KB and 4-way set associative. There is an advantage to

having an external L2 cache when the first-level caches are small. If the L1 caches are

large (32KB or more each) then a single level hierarchy is more efficient. Figure 3.13

shows the energy-delay product for the all three scenarios: single level, two level

hierarchy with L2 on-chip, and two level hierarchy with L2 off-chip. Adding as much on-

chip cache as possible makes the system more efficient. This on-chip RAM should be split

into two smaller L1 caches and a larger unified L2 cache. When the amount of on-chip

cache is limited then using a large off-chip L2 cache is advantageous.
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In summary exploiting locality is important not only for performance but also for energy

reasons. This is a general principle that can be applied to any low-power design.

Accessing a smaller local memory is more efficient than accessing a larger memory so

long as the data is used often enough that the cost of maintaining the consistency between

the two memories is small.

The task of designing a high performance memory system has become more difficult

during the past 10 years because the speed of processors has increased at a much higher

rate than the speed of memories. Latency to main memory—measured in processor

cycles—has increased from tens to hundreds of cycles. The next section looks at some

techniques that attempt to hide this latency by increasing the complexity of the processor.

3.5 Future Directions

The time for a processor to execute a benchmark is given by the product of three

quantities, the average number of cycles per instruction (CPI), the cycle time (seconds per

cycle), and the number of instructions. The number of instructions is set by the particular

instruction set architecture (ISA). Since most current processors designs implement an
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existing ISA the number of instructions is fixed. To improve the performance designers

usually try to minimize the CPI and the cycle time.

The CPI of a processor has two basic components. The first,CPIbase, is the average

number of cycles required to execute an instruction assuming an ideal memory hierarchy.

The second component,CPImem, is due to the memory system. For example, with an ideal

memory system TORCH has a speedup of 1.6X over the simple RISC machine. With a

realistic memory system, however, TORCH has a speedup of only 1.35X over the simple

RISC processor. Roughly 30% of the TORCH execution time is spent stalled waiting for

the memory system. This is because whenever there is a data cache miss the processor

stalls until the data is fetched from the second level cache, or from main memory in the

case of a second-level cache miss2. There are two ways to reduce the stall time. The first is

to design a more aggressive memory system. As the previous section described, much

effort has already been spent to improve the performance of the memory system. Future

gains from further tweaks will probably be small. The second option is to attempt to hide

some of the latency of load instructions by having the processor continue to execute

instructions while it waits for data from the second level cache.

2. Instruction cache misses are a major performance bottleneck for some applications. In this case, however,
there is not much one can do other than make the instruction cache as large as possible.
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In early RISC processors when an instruction missed in the cache the whole processor

would stall until the data arrived. This approach is attractive because the processor does

not need to explicitly track dependencies between instructions. A simple approach to

increase performance is for the cache to stall the processor only when the requested data is

used, or when another memory request is made. Instructions which have no data

dependencies and which do not access the cache can be executed. Unfortunately the

number of instructions that meet these criteria is small so the performance benefit is small.

But the energy cost of this feature is also small. To implement this approach only a couple

of comparators are required. Each launching instruction compares its source registers with

the destination register of the load that missed3 and on a match the processor stalls. One

optimization is to allow the cache to service other requests while it waits for data from the

second level cache, normally called a hit-under-miss cache. The cache stalls only when a

second instruction misses. This optimization is conceptually simple but requires more

control complexity in the cache, since more events can occur simultaneously. A further

optimization is to allow the cache to have multiple outstanding requests, which is called a

non-blocking cache. More than one instruction can be waiting for data from the second

level cache. The processor can continue to execute instructions as long as it does not

encounter a data dependency. A valid (or presence) flag for every register is required.

When a load misses in the cache the valid flag for the load’s destination register is cleared.

If an issuing instruction depends on register whose valid flag is cleared the machine stalls.

But the basic problem with these approaches is that the processor stalls as soon as it

encounters an instruction that depends on the load that missed.

To further improve performance processors can change the execution order of

instructions, a feature known as out-of-order issue. Program semantics require that

instructions be executed in program sequence. Instruction numberi must be executed

before instructioni+1 , even if there are no explicit data or control dependencies between

the two instructions. Thus in an in-order machine if instructioni causes a cache miss and

instructioni+1  depends on instructioni then the processor must stall because subsequent

instructions cannot be executed. An out-of-order machine, on the other hand, may

speculatively try to execute instructioni+2  if it has no dependencies with instructionsi or

i+1 . The instructions are executed speculatively because the architectural state of the

machine cannot change until all previous instructions have executed in order to maintain

program semantics. In the simple example above the processor must buffer the results of

instruction i+2  until instructions i and i+1  complete. The hardware to perform

3. The instruction must also compare its destination register to guarantee output-dependencies.
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dependency analysis and result buffering is complex and can have a significant impact on

the cycle time and power dissipation of the processor.

Several papers have looked at the benefit of out-of-order issue machines and found that

the performance benefit is modest. Wilson and Olukotun [39] estimate the performance

benefit of a non-blocking cache on an aggressive out-of-order processor to be between

1%-18% for typical integer benchmarks. TheMIPS R10000 processor uses both out-of-

order issue and a non-blocking cache to improve performance. According to the designers

[40] the non-blocking cache reduces the average cycles per instruction (CPI) by 10%-20%

on benchmarks that do not have very large amounts of parallelism. The change in CPI

does not take into account the degradation in cycle time due to the complexity of the

micro-architecture. The actual performance gain would be smaller than the 20% figure

quoted. Farkas [41] also concluded that out-of-order issue and non-blocking caches

provide a 20%-40% performance improvement. Other researchers [42] have published

similar results.

Quantifying exactly the energy cost of out-of-order issue is difficult, since it is hard to

attribute overhead to a particular architectural feature. Part of the cost, for example, is due

to the issue width of the machine (usually 4 or more instructions per cycle). The energy

cost of building such a wide machine is higher than the results presented earlier in this

chapter. In this section it is assumed that out-of-order machines add four basic operations

that need to be performed per instruction; rename, wakeup, select, and reorder [43]. A

brief description of these four operations is given below. For a more complete description

of out-of-order machines see [28] or [44].

Rename is a mechanism to eliminate anti- and output-dependencies. It translates a logical

register number into a physical register number. Each live variable receives a different

physical register number thereby eliminating all but true dependencies. In addition, the

rename logic must check for true dependencies between instructions being renamed in

parallel. There are two ways to implement the rename logic. One is to use a RAM array

which is accessed using the logical register designator. The array contains the physical

register number which maps to that logical register. In addition the processor must keep a

list of free physical registers which is implemented as a FIFO queue. The energy cost is set

by the read/write energy of the narrow (6- or 7-bit) register file. The second scheme uses a

CAM array which has one entry per physical register. Each entry contains the logical

register that maps to that physical register and a valid bit which indicates if the mapping is
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valid. In a CAM all the word-lines are pre-charged high and all but one discharge every

cycle. Thus the energy of the latter technique is likely to be higher.

Wakeup logic tracks dependencies of instructions in the issue window and wakes up the

instructions when all their source operands are available. The wakeup logic can be

implemented as an independent unit—as in the MIPS R10000 [40] and the Intel Pentium-

Pro [45]—or as part of the reorder mechanism—as in the HP-PA 8000 [47]. The cost of

the latter method is describe below.

Selection logic chooses which instructions to execute amongst all ready instructions. It is

usually implemented as a two-stage priority encoder. The first stage selects one

instructions from a small group, usually four instructions. The second stage selects one

instruction from each of the oldest groups. The selection logic can be simplified even

more if issue restrictions are placed on instructions. This technique can reduce the number

of priority encoders needed. This logic is also often implemented as part of the reorder

mechanism, which is described next.

The reorder buffer (RB) ensures that instructions update architectural state in-order. The

basic reorder structure is a FIFO queue. Each instruction occupies one entry in the FIFO.

Instructions are placed in the queue in program order and are retired in program order. An

instruction is not allowed to modify architectural state until all previous instructions have

completed therefore guaranteeing program semantics. The processor must also recognize

when load and stores to the same memory location are performed out-of-order. If, for

example, a store writes memory locationi and a later load reads the same location the

instructions must be executed in order. One simple way to solve the problem is to

guarantee that loads never bypass stores and stores remain in order. More complicated

designs [46] compare the cache index of loads and stores and hold stores which match the

index of store waiting to execute.

Adding comparators to each reorder buffer entry allows the wake-up logic to be

incorporated as part of the RB. Each instruction must compare its source operands with

the destination register of launching instructions. On a match the dependency is cleared.

For a 4-issue MIPS machine each entry requires 8 5-bit comparators. If the cache indices

of loads and store are also compared then an additional 15-20 1-bit comparator are

needed. The selection logic can be implemented as a tree of priority encoders along the

side of the reorder buffer. The remainder of this section gives a simple power estimate for

implementing this functions.
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The power dissipation of these four functions can be estimated by finding the number and

length of wires required to implement the logic. Because so many long wires are needed

most of the power is due to wire capacitance. For the power estimates presented below a

0.6µm technology with 3.3V supply running at 200MHz is assumed. This is a more

advanced technology than the 0.8µm technology used elsewhere in this section. This

technology makes the processor more efficient—lower EDP—but also higher power since

it operates at a higher frequency—200MHz instead of 100MHz. The change in EDP due

to technology scaling is a factor of 3.2. Therefore the processor core described earlier

operating at 200MHz would dissipated 0.6W-1.3W in this technology.

The cost of the wake-up logic is the energy needed to broadcast the destination tags of all

launching instructions (usually done as true/complement pairs) plus the energy of the

comparators. For a 4-issue machine this requires 1W at 200MHz if the wake-up logic is

implemented as part of a 56-entry reorder buffer.

The energy cost of the reorder buffer can be broken down into five main components.

First, energy is required to drive the source tags of new instructions from the fetch unit

into the RB (up to 4 instructions per cycle). Second, energy is required to drive the results

of executed instructions from the execution units back into the RB, (again up to 4

instructions per cycle). Third, energy is required to bypass results being held in the RB to

executing instructions when there is a dependency. Fourth, energy is required to drive the

results of instructions being retired from the RB to the register file. Fifth, energy is needed

to clock storage elements and pre-charge dynamic circuits. Clock power can be minimized

by only clocking entries which are being updated. The power requirements are 0.4W,

2.2W, 1.9W, 1.1W, and 0.36W respectively. The resulting power for the reorder buffer is

6.0W. Adding comparators to ensure dependent loads do not overtake stores would add an

additional 1.2W. This power does not take into account the cost of building a wider

machine. Because the cost of a wider machine grows quadratically the energy per

instruction is now higher.

Even ignoring control overhead, which is not trivial, the added power due to out-of-order

issue and non-blocking caches appears to be larger than the 20%-40% performance gain

they provide. These architectural features will therefore most likely not appear in low-

power processors unless memory latency, measured in processor cycles, continues to

increase. Then these features would become more attractive.
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3.6 Summary

Exploiting parallelism gives limited improvements in energy-delay mainly because the

amount of parallelism in common integer benchmarks is small. Thus pipelining gives a

2X improvement in EDP, but most processors do this already. Super-scalar issue, on the

other hand does not significantly alter the energy-delay. If the mix of applications that are

typically run on processors changes, then having a wider issue machine may be more

attractive.

Although it is possible to reduce the energy requirements by careful design, this energy

gain will be a one-time improvement. It was shown that by using easy-to-implement

optimizations the energy can be reduced by approximately 25%. Further improvements

would require much more sophisticated optimizations since the remaining energy is

dissipated in many small units none of which account for a significant fraction of the total

energy dissipation.

The memory system accounts for a large fraction of the total system power, sometimes

more than the processor itself. Optimizing the memory hierarchy for performance,

however, will in general give a solution which is close to optimal for efficiency. Ideally the

processor should have a large first level cache, or a small first-level cache and a large

(>128KB) unified second-level cache on-chip. If it is not possible to have large amounts of

memory on-chip then adding an external second-level cache is advantageous.

It was shown that improving the efficiency of the processor purely by architectural means

is hard. Sophisticated architectural features, such as non-blocking caches and out-of-order

execution require large structures which dissipate large amounts of power and provide

modest performance gains. Furthermore, for a simpler processor clocking and memories

account for a significant fraction of the energy, both on- and off-chip. In order to

significantly reduce the energy of the processor it is necessary to reduce the energy of

these two components. Other have looked at the low-level circuit architecture of SRAM’s

and DRAM’s [16], [48], [49], and the design of storage elements [50]. Researchers

published some results indicating gains in efficiency. The next chapter, however, pursues

an alternative approach, scaling the supply and threshold voltages.
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Chapter 4

Supply and Threshold Scaling

One common technique for reducing the power dissipation of processors is to scale the

power supply voltage. This technique is attractive because it reduces the power of all the

circuits on the chip, including memories and clocks. For CMOS circuits the cost of lower

supply voltage is lower performance. Scaling the threshold voltage can limit this

performance loss somewhat but results in increased static power dissipation. Burret. al.

[51], [52] have shown that if one optimizes CMOS circuits for minimum energy then

operating in the sub-threshold region is advantageous. This chapter explores the effect of

scaling the supply and threshold voltages on the energy and delay of CMOS circuits.

The next section extends the first order model of energy and delay of CMOS circuits

presented in Chapter 2 to include leakage power. Using this model one can find the

optimal operating point, the value of supply and threshold voltage for which the product

of energy and delay is minimum, as well as how this optimal operating point will change

as circuit and process parameters change. Section 4.3 extends the model to take into

account the uncertainty in the value of the supply and threshold voltage. Then Section 4.4

presents some promising adaptive techniques to help deal with the uncertainty inherent in

CMOS circuits. The last section describes how these techniques can also be used to trade

excess performance for lower power.

4.1 Energy and Delay Model

As described in Chapter 2, the two main sources of power dissipation in a CMOS gate are

static current, which results from resistive paths between power supply and ground, and

dynamic power, which results from switching capacitive loads between different voltage

levels. In Chapter 2 the energy per operation for a single CMOS gate was given as,

(4.1)E aCV
2

=
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where a is the probability of transition of the output node. For a processor, the total

dynamic energy is simply the sum of the dynamic energy of all the gates.

Chapter 2 ignored leakage power since it is usually a small fraction of the total power.

When scaling the threshold voltage, however, it is important to take leakage into account.

The leakage current for a CMOS gate can be written as,

(4.2)

where W is the effective transistor width1 of the cell,Is is the zero-threshold leakage

current, andVo is the sub-threshold slope. This model ignores the dependence ofIl on

drain voltage, and also the leakage current in the reverse biased diodes. The leakage

current for the entire chip is simply the sum of the leakage currents of all the gates.

The total energy per operation for the processor as a whole can thus be written as,

(4.3)

whereTc is the cycle time andi is an index that runs over all gates in the circuit. Each

CMOS gate dissipates static energy throughout the cycle, but dissipates dynamic energy

for a short period of time while it switches.

Notice that this equation can be rewritten as the total transistor width times the average

energy dissipated per micron of width,

(4.4)

and is very similar to the energy consumed by a single inverter (with the “correct” average

activity a and loadC) so optimizing the energy of this average inverter will yield an

1. Transistor width that contributes to the leakage current.
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optimal operating point for the processor. In fact the optimal point remains unchanged if

the equation is normalized by the width of this average inverter, yielding the average

energy consumed per micron of transistor width,

(4.5)

whereCavg is the average capacitance switched every cycle per micron of transistor width.

This parameter is different for every design, depending on the types of circuits used. For

the StrongArm-110 processor from DECCavg=0.2fF [53]. Since caches—which have very

low activity factors—occupy about 50% of the area of this chip one would expect other

designs to have larger values ofCeff. A value of 1fF was assumed to make lower voltages

seem more attractive. Later on it will be shown the location of the optimal point is highly

insensitive to the value ofCeff.

A similar technique can be used to model the minimum operating cycle time, or critical

path, of the processor. The critical path normally goes through a variety of gates, each

with a different delay. Fortunately changes in supply voltage, temperature, and threshold

voltage affect all gates in nearly the same way so delay of any gate remains roughly

proportional to the delay of an inverter, as is shown in Figure 4.1. This figure shows the

delay of different circuit elements divided by the delay of an inverter. Solid lines show the

delay at high temperature (125˚C), dashed and doted lines show the delay at lower

temperatures (25˚C and -25˚C respectively). Since the lines are flat (ratio does not change

with supply voltage) the delay of most circuits track the delay of a standard inverter. Thus

the critical path can be normalized by dividing the cycle-time by the delay of a standard

inverter (Tg). A standard inverter is one which drives four equally sized inverters. The

cycle time divided by the delay of a standard inverter is called the logic depth (Ld), since it

represents how many inverters are in a ring oscillator which has the same frequency as the

maximum operating frequency of the chip. For modern microprocessors the logic depth is

usually around 30 standard inverters. The cycle time is then justLd Tg.

The delay of an inverter was describe in Chapter 2 as,

(4.6)
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whereK is a proportionality constant specific to a given technology. Remember theα
power accounts for the fact that the transistors may be velocity saturated. If transistors are

not velocity saturated thenα is 2 and as transistors become more velocity saturatedα
approaches 1. For a 0.25µm technologyα is likely to be 1.3-1.5.

Combining Equation (4.5) with Equation (4.6) the energy-delay product for the average

inverter can be written as,

Key Description

I I-Cache

II Carry chain

III Regenerative carry chain

IV Post-charge logic

V Stacked inverter

VI Nor gate

I Nand gate

Table 4.1: Circuit element description.
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Figure 4.1: Delay of circuit blocks divided by the delay of standard inverter.
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(4.7)

whereK2 is a constant for the given technology and is given by,

(4.8)

To find the optimal supply and threshold voltage one needs to differentiate Equation (4.7)

with respect toV andVth and set the equations to zero. Solving forV andVth one gets,

(4.9)

and,

(4.10)

or

(4.11)

where

(4.12)

Although it is not possible to find a closed form solution forn, Equation (4.9) and

Equation (4.11) can be solved numerically. For the parameters given in Table 4.2 the

optimal operating voltage and threshold voltage are quite low,V=254mV andVth=119mV,
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and only weakly depend on most of the technology parameters. The strongest dependence

is on the velocity saturation parameter,α, since the optimalVth is proportional to it. As

transistors become more velocity saturatedVth at the optimal point decreases, and the

optimal operating voltages decreases as well. The threshold depends logarithmically on

the other technology parameters (Ceff, Ld) present in theK2 constant. For every order of

magnitude change in the effective switched capacitance, due to a change in activity or

capacitance, the optimalVth changes by about 70mV. The logic depth is not likely to

change by more than an order of magnitude so its influence on the optimalVth is small.

Since order-of-magnitude changes in the other technology parameters is also unlikely,

their effect on the threshold voltage is likely to be small.

This simple analysis indicated that for advanced technologies, there might be a potential

energy saving by reducing bothV andVth to relatively small values. To determine the

magnitude of the savings it is necessary to determine the steepness of the EDP surface

near the minima. One way to do this is to plot contours of constant EDP versusV andVth

by numerically solving Equation (4.5) and Equation (4.6). However, sub-threshold current

and second-order terms were ignored in the formulation of these equations. This made the

equations simple to manipulate algebraically. When finding numerical solutions the

complexity of the equations is not as important. Therefore the following equations were

used in the simulations.

(4.13)

Variable Value

Ceff 1.0fF

K 155E-6

Is 1mA

α 1.3

Ld 30

Vo 1.3KT/q

Table 4.2: Process and circuit parameters for a 0.25µm technology.
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If V > Vth

(4.14)

else

(4.15)

(4.16)

(4.17)

If the transistors are not velocity saturated (α=2), the EDP surface is relatively flat, as is

shown in Figure 4.22. This figure shows contours of the inverse of the relative energy-

delay product. The relative energy-delay product can be found by normalizing to the value

of the EDP at the optimal point. Thus any point on the curve labeled 0.5 has an EDP value

twice that of the minimum. The optimal point is atV=533mV andVth=127mV. But at

V=1V andVth=300mV the EDP of the circuit has increased by less than a factor of 2. Thus

the benefit of operating at the optimal point is small.

When transistors are velocity saturated, however, the EDP surface is much steeper, which

means that the contour lines are much closer together. Figure 4.3 shows contours similar

to those of Figure 4.2 but whenα=1.3. At the same operating point as before,V=1V and

Vth=300mV, the EDP of the circuit is 4 times that of the optimal. Thus the model as

described so far predicts that very low supply and threshold voltages would be beneficial

for reducing power.

2. The small “kinks” in the curves near the border of the sub-threshold region are artifacts of the model and
can be ignored. The current is slightly non-monotonic as the transistor switches from the sub-threshold to
the active region.
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Most circuits must meet specific performance targets, so it is important to look at the

actual performance in addition to the energy-delay product. The dashed lines in Figure 4.4
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Figure 4.2: EDP contours without velocity saturation.
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show contours of constant performance. Performance was normalized to that of the

performance contour that runs approximately through the optimal point. If the circuit must

operate somewhere along the topmost performance contour, then the designer could

reduce power by more than a factor of 3 without changing performance by moving from

using a 2V supply and 0.5VVth to using a 0.8V supply and 0.1VVth. But this point is still

not at the optimal energy-delay product. To further improve the energy efficiency requires

reducing the supply with constant threshold voltage which will make the gates slower. The

gates at the optimal point are 2.7X slower than the highest performance curve. If the logic

can be changed to reduce the levels of logic in the design, allowing the use of these slower

cells, there is about another factor of 3 reduction in EDP.

While the reduced gate performance is one factor that is keeping supply voltages from

dropping too quickly, this simple analysis indicates that sub-micron technologies with low

threshold voltages should be very attractive for low-power applications. By simply

moving to a lowVth process, a designer could reduce the supply voltage and power

without requiring a major change of the design, since the gate speed would remain

constant. If the design could be changed to use slower basic gates, further power savings

would be possible. Unfortunately the next two sections show that some of this advantage
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Figure 4.4: EDP and performance contours with velocity saturation.
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is illusory; when sleep modes and variation in voltages are taken into account the

advantage of operating at these very low voltages is greatly diminished.

4.2 Sleep Mode

There are some applications where the processor must be idle for extended periods of

time. During this time it is not always possible to shut-off the power supply since the

processor must maintain state. One can reduce the dynamic power by simply reducing or

completely stopping the clock signal. However, during this period leakage power remains

constant. In recent processor implementations [20] [54] the idle power has been limited by

the leakage current of the transistors. One can estimate the ratio of active to idle power by

finding the ratio of leakage to total power in the circuit. Figure 4.5 shows the ratio of

leakage power to total power. When the ratio of active to idle power must be a factor of

1000 then the threshold voltage will be limited to be at least 300mV or so. This highVth

will limit voltage scaling and thus limit the EDP of the circuit.

In order to get around this constraint, the circuit would need a mechanism to change the

effectiveVth of its transistors. It would use the lower value during normal operation, and

use the higher values during sleep modes. Some papers have proposed using high
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threshold power switch devices for this function [55], [56], [57] while others have

proposed direct control ofVth [58], [59]. For some applications this is a good idea, even if

the cost of switching from active to sleep mode is not negligible. This transition requires

charging and discharging a very large capacitor—similar in magnitude to the total gate

capacitance of the processor. This capacitance is either the well capacitance or the gate

capacitance of the switch device. If the processor is in sleep mode only for a brief period

of time then the energy cost of adjustingVth can be larger than the energy saved due to

lower leakage current. Figure 4.6 plots contours of time at which energy due to leakage

equal the energy due to charging the source-to-bulk capacitance to adjust the threshold.

The X-axis shows the original threshold voltage and the Y-axis shows the source-to-bulk

potential. The change in threshold is modeled using the HSPICE level 39Vth equation

[60], which is reproduced below,

(4.18)

The values used for the constants are shown in Table 4.3. In Figure 4.6 each line

represents an order of magnitude change in time. The bulk capacitance is assumed to be

10fF/µ of gate. The dashed and solid lines show contours fort=1ms for the cases when the

capacitance is 20fF/µ and 2fF/µ respectively. IfVth=0.2V then reverse biasing the source-

to-bulk junction by 800mv once a millisecond dissipates about the same energy as the

leakage current during the same time. When the user is typing, for example, the processor

must be active about once every ten millisecond. For this application it makes sense to

adjust the threshold voltage.

While this adaptive threshold control also requires overhead in design time, area, and

performance, it might be needed to deal with the more significant problem caused by

process and operating point variations, which is described in the next section.

Variable Value

K3 0.8555

K4 155E-6

Φ 0.8

Table 4.3: Additional process parameters for 0.25µm technology.

∆Vth K3 Φ Vsb+ K4 Φ Vsb+( )– Vth–=
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4.3 Process and Operating Point Variations

The previous analysis assumed that the supply and threshold voltages were fixed, although

in reality, both have small variations. In this section new energy-delay curves which take

into account the effect of these variations are derived. It is first necessary to define the

energy-delay product when variations are present. Then energy-delay curves for the same

technology used in the previous section are derived. This section also presents the results

from a real 0.25µm technology by using HSPICE to generate the power and delay

numbers for the average inverter.

So far it has been assumed that the supply and threshold voltages can be controlled

perfectly. For real processors there is always uncertainty in the value ofV andVth. There

are two main sources of uncertainty. The first is that the processor must work over a range

of operating conditions. The supply voltage is normally specified to be within 10% of a

nominal value. The operating temperature can be anywhere between 25˚C and 100˚C.

Since the threshold voltage changes by -0.8mV/˚C [60], the variation inT introduces

approximately 60mV of uncertainty inVth. The second source of uncertainty is the

variability in Vth due to the manufacturing process. The threshold voltage of transistors
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within a chip, or a single transistor across chips, varies randomly. Variability due to

manufacturing can be modeled by assumingVth is a random variable with Gaussian

probability density function (PDF) and a standard deviation of 35mV [61], [62], [63]. This

gives a 3σ of about±100mV.

Introducing uncertainty intoV andVth causes the delay and energy to be spread out over a

range. The solid line in Figure 4.7 shows how the energy and delay of the processor vary

asVth varies. In this example supply voltage and temperature are fixed. Every design is

specified to have a maximum energy and delay. That is, the processor is guaranteed not to

dissipate more energy than the maximum, and guaranteed to meet or exceed the minimum

performance. These limits correspond to vertical and horizontal dashed lines in Figure 4.7.

The processor is guaranteed to lie somewhere below and to the left of these two lines. If

Vth is a fixed quantity, then setting the processor specifications is easy. All parts will have

the same energy and the same delay. In Figure 4.7 the star represents this point for some

value ofVth. If Vth varies over a range then the specifications need to be relaxed, or else

few parts will meet the targets. This corresponds to shifting the target lines up and right in

Figure 4.7, as shown by the dotted lines. Reducing the area below and to the left of the

target or cut-off lines improves the energy and delay specifications, but reduces the

number of parts that meet the specifications. Where to draw the cut-off lines is somewhat

arbitrary. The important point is that even though the parts will fall somewhere along the

solid line, the processor will be sold as if it operated at the intersection of the energy and

delay cut-off lines, marked with a triangle. Thus the energy-delay is defined as the product

of the worst-case energy and the worst-case delay of the circuit, even though no part can

have both the worst-case energy and worst-case delay simultaneously.

SinceVth is modeled as a normal random variable both energy and delay will follow some

kind of distribution. One possible cut-off line is at the mean of the energy and the mean of

delay. However, at this point a relatively small number of chips would meet both spec

limits. The mean plus one standard deviation is used instead. In addition to the uncertainty

due toVth variations one must also account for the variations due toV andT. Therefore the

equations are solved at four process corners (lowV low T, high V low T, high V high T,

low V highT). The mean and standard deviation of the energy and delay are found at each

process corner. The EDP then is the product of the worst case energy at any of the four

corners times the worst case delay at any of the four corners.

Figure 4.8 shows contours of the inverse of the relative EDP when there is uncertainty in

V, Vth, and T. In this case the EDP surface is again relatively flat even though transistors
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are velocity saturated (α=1.3). The optimal operating point has moved to approximately

V=0.5V and Vt=200mV. The surface becomes flat because at lower supply and threshold

voltages the delay and the energy become more sensitive to variations inV andVth. Thus

operating at higher voltages is beneficial. The largest change inVth is due to the

temperature variation, which introduces approximately 60mV of uncertainty inVth.

The effect of uncertainty then is to reduce the overall efficiency of the circuit. Although on

average the circuit will operate at much higher efficiency, it can only be guaranteed to

work for the worst-case conditions. The penalty for this worst-case operation becomes

severe for low-voltage, low-threshold operating conditions. This is shown in Figure 4.9

which gives the ratio of the EDP without uncertainty to the EDP with uncertainty. At

operating voltages above 1V, andVth above 0.2V the effect of the variations is modest,

less than 40% reduction. But the cost of the variations is around a factor of 4 at the

previously found optimal point,V=250mV,Vth= 120mV. This high cost at low operating

voltages is what flattens out the curves.

So far simple models have been used to approximate the energy and delay of the average

CMOS inverter. Using this model allows one to understand how the EDP depends on the

different circuit and process parameters, but the model’s simplicity raises questions about

its accuracy. In order to ensure that the models are correct, they were compared with the
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results from running HSPICE. Using HSPICE a chain of inverters was simulated to find

the delay and energy perµm of gate width, as the supply and threshold voltage were
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swept. Level 37 models of a next generation 0.25µm process from Texas Instruments [64]

were used for the simulations. The nominal threshold voltage isVth=0.4V. Vth was

adjusted by modifying the VT0 parameter of the HSPICE models. The results of the

simulations are shown in Figure 4.10 The figure shows contours of the inverse of the

relative EDP. The simulations consider variations inV and T.

The contour lines are strikingly similar to previous figures. The EDP surface is marginally

steeper (the first contour is at 0.7 not at 0.8 as in Figure 4.8). This is not surprising,

however, since the HSPICE simulations do not consider uncertainty inVth. One should

note, however, that absolute values ofVth are hard to compare across processes, because

there is no common definition of threshold voltage. The same chain of inverters was also

simulated using BSIM2 models of the HP/MOSIS CMOS14B process. This is a 0.6µm

process with nominalVth=0.9V. Vth was adjusted by modifying the flat-band voltage

parameterVFB. The most striking difference with the curves shown in Figure 4.8 is that

the optimal operating point occurs at a much higher threshold voltage (0.5V vs. 0.2V).

Most of this difference is a result of HSPICE using a different definition ofVth, which

accounts for about 250mV of the shift. The remaining difference is because of drain-

induced barrier lowering (DIBL) [8] which lowers the effective threshold voltage at
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higher supply voltages. Thus for high supply voltages the effectiveVth is lower than

shown in Figure 4.10.

The dashed lines in Figure 4.10 show contours of constant performance. Thus if a circuit

is operating at the nominal point for this process (V=2.0V, Vth=0.4V) the range of EDP

one can reach is limited. In order to approach the minimum one must be willing to give up

a factor of 2X in gate performance, but this gives a factor of 6X reduction in the energy of

the operation and 12X reduction in power.

Uncertainty in process and operating conditions incur a large cost in both performance and

energy. Therefore the next section investigates how to improve the energy-delay of a

processor by using adaptive techniques to reduce this uncertainty.

4.4 Adaptive Techniques

Adaptive techniques can be used to tighten the specifications therefore improving the

energy-delay product. In Figure 4.7 this corresponds to being able to guarantee that the

processor will be in a narrower region closer to the point marked with a star. Even if the

processor specifications do not change, adaptive techniques can be used to, on average,

trade excess performance for lower power. Although the processor must be designed to

operate correctly under worst-case conditions, it rarely does so. On average the processor

has excess performance which can be traded for lower energy. In Figure 4.7 this

corresponds to moving along the curve towards the doted horizontal line. Although the

performance of the processor is not better, on average the battery will last longer. This

section first looks at the sources of uncertainty and then reviews some of the proposed

methods for controlling supply and threshold voltages.

The three variables that introduce most uncertainty in energy and delay are supply voltage,

threshold voltage, and carrier mobility (µc). Figure 4.11 shows how the energy and delay

vary as a function of these three variables. Nominal parameters areV=0.5V,Vth=0.2V, and

T=27˚C. The delay and energy of the circuits are plotted at three different temperatures

T=0˚C, T=27˚C, andT=100˚C, shown with dotted, solid, and dashed lines respectively.

The delay and energy are also plotted for three different supply voltages -10%, nominal,

and +10%. SinceVth is a normal random variable at each operating corner 100 sample

points are plotted assumingσ=35mV. Unfortunately a large portion of the variation in

energy and delay is due to temperature changes and therefore cannot be compensated by

adjusting the supply or threshold voltage. As the temperature increases the circuit requires
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both more energy and more time to operate correctly. The remaining uncertainty can be

eliminated by adjusting either the supply, the threshold voltage, or both. The specifications

for the processor, represented as the dotted horizontal and vertical lines in Figure 4.11,

should be set as close to the origin as possible but must intersect all of the curves in

Figure 4.11. At the point where the horizontal and vertical dotted lines meet the delay

specification has improved by a factor of 1.7 and the energy specification by a factor of 2.4

compared to the worst case. This corresponds to a factor of 4 in EDP. This technique is

only effective at low voltage operation. For largeV andVth uncertainty is dominated by

temperature changes so controllingV andVth will not significantly reduce the variation in

energy and delay.

It is not necessary to change the specifications of the processor to reduce the energy

dissipation. Adaptive techniques can be used to trade excess performance for lower power.

If during operation the processor has more performance than specified then one can reduce

its performance by reducing the supply voltage or increase the threshold voltage and save

energy. From the nominal to the worst-case point in Figure 4.11 there is a factor of 2 in

delay which can be traded for lower power. This corresponds to a voltage reduction from

V=0.5V toV=0.4V—a factor of 1.5 in dynamic power. This technique gives lower benefits

than tightening the specifications but is less risky to implement. If the feedback loop does
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Figure 4.11: Energy and delay variations with operating conditions.
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not work correctly the processor will meet spec but dissipate higher average power. With

the previous technique the processor could run slower than advertised. The rest of this

section describes how to implement the circuitry to dynamically adjust the supply or

threshold voltage.

Some papers have proposed measuring delay or performance in the feedback loop [65],

[66], [67] while others have proposed measuring transistor current [68]. From a system

viewpoint the first of the two is preferable since it guarantees that the processor is

operating synchronously with the rest of the system3. Measuring the delay of the critical

path is hard, but it can be approximated using the delay of a replica circuit, such as a ring

oscillator, implemented on the same die as the processor. The delay of the replica circuit is

matched to the period of an external reference signal by adjusting the control variable,

either supply or threshold voltage. This replica circuit needs to operate slower than the

processor for four reasons. First the delay of CMOS gates normalized to the delay of an

inverter varies slightly over process and operating conditions (see Figure 4.1). This will

require a margin in the order of 15% (±7.5%). Second some critical paths may be wire-RC

limited. As the operating conditions change the delay of these paths will change relative to

the delay of paths limited by gate loading. The margin needed depends on the operating

range but will likely be in the order of 5%-10% (±5%). Third the power supply may suffer

small “instantaneous” glitches due todI/dt noise, also known as ground bounce. Feedback

control cannot eliminate these glitches since they have a much smaller time constant than

the feedback loop itself. In a well design system ground bounce is 10% of the supply

voltage (±5%). Finally there may be a slight mismatch in the frequency comparison. In the

implementations described later this is due to the ripple in the supply voltage introduced

by the buck converter. This translates into a slow variation in processor speed over time.

This variation is likely to be small (± 2.5%). Because of these four constraints the

processor must operate a total of 20%-30% faster than absolutely necessary to ensure

correct operation under all conditions.

One way to adjust the power supply is to use a buck converter [66], [67]. An important

parameter in this architecture is the efficiency of the power supply since other costs are

usually small. For example, the power of the controller, if implemented on the same die as

the processor, should be small since it requires much less logic than the processor.

Furthermore no additional circuitry is required to communicate with the outside world.

3. For some circuits, such as dynamic nodes or memories, control of the leakage current relative to the wire,
gate and diffusion capacitance is important.
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Most modern processors incorporate this circuits anyway because the core normally runs

at a lower voltage than the interface. The efficiency of the power supply is set mainly by

the effective resistance of the buck converter (the resistance of the inductor and power

transistors) as well as the energy dissipated in switching the power MOSFET’s. The

energy efficiency of the power MOSFET’s is set by the technology (gm/Cg andCd) and

cannot be changed by the designer. There is also a small cost to adjust the output voltage

but this is probably negligible.

Adaptive control can increase the efficiency of the processor by either tightening the

specifications or by trading excess performance for lower power. It was shown that since

CMOS chips must be designed for worst-case conditions, which rarely arise, most often

processors have excess performance. Tightening the processor specifications gives bigger

gains in EDP, but requires more confidence in the circuit implementation. Furthermore the

latter technique can be used to trade any excess performance. Even when the processor is

active the required performance is a small fraction of the peak performance. If adaptive

control is used then this excess performance can also be traded for lower power, as the

next section explains.

4.5 Adaptive Power Management

Users regularly buy a processor system based on the peak performance specification.

Some applications, such a 3D rendering, require this peak performance. But many other

applications rarely, if at all, require so much performance. Very often when the user is

interacting with the computer the required performance is very low. A fast typist, for

example, presses a key once every ten milliseconds. The performance of the processor

could be several orders of magnitude smaller and the user would not notice the difference.

This is what we call excess performance. For a typical laptop system the processor is only

active about 20% of the time. This section explores how adaptive control can be used to

trade this excess performance for lower energy.

There are two basic ways in which the performance of the processor can be reduced. First

the processor can run at full speed, perform all the computation it needs, and then shut

itself off until the next event, such as a key press or mouse movement, wakes it up. The

other alternative is to slow down the processor such that is just finishes processing event i

when event i+1 arrives. This can be accomplished by either scaling the operating
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frequency leaving the supply voltage unchanged or scaling both the operating frequency

and the supply voltage.

In a system without static power adjusting the supply voltage is the most efficient.

Reducing the operating frequency with constant supply and shutting off the processor

achieve the same power savings. Figure 4.12 shows the difference in power dissipation of

a CMOS gate for the case where frequency is scaled with a fixed power supply, the case

where supply voltage is adjusted to match the required frequency, and the difference in

power between the two. All curves are normalized to the peak power and frequency.

In a system with significant static power reducing the speed of operation is not as

effective. The previous section assumed static power could be controlled by adjusting the

threshold voltage but some sources of static power do not depend onVth. When static

power remains constant regardless of the speed of operation, it makes more sense to

operate as quickly as possible and then shut-off the system. Figure 4.13 shows the power

breakdown for a Pentium 90 based laptop motherboard for 6 different operating modes

[69]. The figure does not include the power dissipation in other components such as the

LCD screen and the hard disk. Table 4.4 describes the operating modes. The power

dissipation is broken up into 6 categories, which are described in Table 4.5. In this system

it is not possible to scale the supply voltage of the second level cache (Cache), display
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controller (VGA), and other essential functions (Essential). Therefore the power

dissipation of these components, which account for 20% of the total, remains constant

regardless of the speed of operation. As mentioned earlier a processor is active about 20%

of the time, or the processor requires about one fifth the performance. With an adaptive

power supply processor power goes down by a factor of 50 and system power by a factor

of 5. With frequency scaling processor power decreases by a factor of 5 and system power

by a factor of 2.5. If the processor shuts off system power goes down also by a factor of 5.

When the processor is idle for longer periods of time shutting it off is the most efficient

alternative.

In this model reducing the power dissipation of the processor further gives little benefit

because system power is limited by static power. One way to reduce system power is to

also scale the supply voltage of other components, such as the second level cache. Scaling

the voltage of the cache is possible because its frequency of operation depends on that of

the processor. The display adapter, on the other hand, must operate at a fixed frequency

and is therefore not amenable to supply voltage scaling. This optimization would make

shutting off the processor only attractive at a utilization lower than 20%. The exact gains

depend on how the shape of the delay versus power curves of the cache or other

components whose supply voltage is being scaled.
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4.6 Summary

Chapter 3 showed a large fraction of the energy dissipation of processors is in intrinsic

elements, clocks and memories. Others have looked at how to improve the efficiency of

these circuit blocks by changing their architecture. This chapter explored instead how the

energy, delay, and energy-delay vary as the supply and threshold change.

Using a first order model of energy and delay of CMOS circuits values of supply and

threshold voltage which minimize the energy-delay were found. This operating point and

the shape of the EDP surface near the minima are a strong function of how velocity

saturated the transistors are. If transistors are not velocity saturated then the EDP surface

is relatively flat. As transistors become more velocity saturated the EDP surface becomes

Mode Description

Boot Booting Windows 3.11

Flight Flight Simulator 4.0

AVI Playing an AVI file

Idle Windows 3.11 idle

Standby Processor and interface chips enter sleep mode. Screen
remains active, and L2 cache maintains state

GStandby Complete system enters sleep mode. Only essential
components and DRAM refresh remain

Table 4.4: Operating modes.

Component Description

CPU Processor power

Chip-set Power of interface chips between CPU and system (PCI
bus)

Cache L2 Cache SRAM power

Memory Main memory DRAM power

VGA Power of display controller

Essential Essential system functions (oscillator, real-time-clock,
floppy disk).

Table 4.5: Power breakdown categories.
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steeper and the optimal point moves closer to the origin. For a 0.25µm technology, this

analysis yielded a supply of 250mV andVth of 120mV. One difficulty with operating at

this point is that the speed of each gate is modest, forcing the designers to reduce the

levels of logic in the processor to maintain performance. If this was the only issue,

designers would use technologies with scaled thresholds and simply operate them at

higher voltages (1V vs. 250mV) to recoup the lost gate speed. The main difficulty with

these low voltage operating points is dealing with the variations caused by changes in

operating conditions and threshold voltages.

While low operating voltages looked very attractive for low-power operation, they are

very sensitive to both manufacturing variations and operating point changes. If one needs

to provide margins in the processor to ensure it will meet certain speed and power

requirements, the advantage of using technologies with very low threshold voltages

disappears. When variations are considered the optimal point moves to higher voltages,

and the whole energy-delay surface becomes flatter. Even when there is uncertainty,

however, scaling the supply and threshold voltage can give significant gains in energy

(9X) at some cost in delay (3X). In order to achieve the large potential gains of operating

at low voltages, the circuit needs to use adaptive control to regulate the energy and delay.

Adaptive technique allow the designer to guarantee that the processor will be in a

narrower performance and energy region. This resulted in a 4X gain in energy-delay.

Adaptive techniques can also be used to trade excess performance for lower power. The

source of excess performance can be either operating conditions better than worst-case or

reduced performance requirements from the user. In the earlier case adaptive control gave

a 1.5X gain in EDP. In the latter case adaptive control doubled battery life.
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Conclusions

Since the late 80’s higher performance has been the most important driving force behind

processor evolution. For the past 10 or 15 years designers have doubled processor

performance every 18 to 24 months. Unfortunately designers paid little or no attention to

power. The result is large and growing power levels in processors. This thesis explored

how some common design tradeoffs affect the energy and delay of a processor. Better

understanding of these tradeoff is required if designers are to continue to increase

performance but limit the power dissipation.

Unfortunately for processors energy and performance seem to be strongly related. Many

techniques that reduce the energy dissipation also reduce the performance of the

processor. There are several reasons for this correlation. The first is that for CMOS circuits

common low-power optimizations simply trade energy and delay. Scaling the supply and

the threshold voltage can reduce the energy dissipation by a factor of 9, but at the cost of

slower basic elements. Second, because much of the power dissipation in processors is in

basic operations, that all processors must perform, the internal organization of the

processor does not have a large impact on the energy dissipation. This means that higher

level optimizations, which have been highly effective in DSP applications, do not help.

Exploiting parallelism does not improve the energy efficiency of a processor because of

the limited parallelism available in typical programs run today. Only if the typical program

mix changes will wider issue machines become attractive. Another high-level technique,

rethinking the algorithm, can not be used by processor designers. Only the system

programmer can change the algorithm.

There are a few techniques, however, which do decrease the energy for a given

performance. One common feature of many these techniques is that they improve both the

energy and the delay therefore increasing the efficiency at least by the square of the gains.

The most promising of these techniques is to improve the technology. Scaling the

dimensions of transistors and wires gives linear improvement in delay and cubic

improvement in energy. Another effective technique is to exploit data locality. The farther

the processor must go to fetch data the more energy and delay required. Large caches and
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register files can significantly increase the performance while at the same time slightly

decreasing the energy requirements. Unfortunately most processors use a cache already, so

future improvements are likely to be small.

Scaling the supply and threshold voltage can provide large gains in energy dissipation, at

the cost of some performance lost. Another problem with low voltage operation is that the

circuit is much more sensitive to variations in nominal values ofV andVth. Some of the

efficiency gain due to scaling is lost because of this uncertainty. One way to limit the

efficiency lost is to use adaptive techniques. A promising approach is to use adaptive

control to trade excess performance, due to design margins, for lower power.

The excess performance need not be due only to design margins. The operating system

should regulate the performance of the processor to reduce the power dissipation. This

technique is attractive because the processor of a portable system is active only for about

20% of the time. Using an adaptive power supply the power dissipation of the processor

could be reduced to 2% of the peak power.

Therefore over the next few years the efficiency of processors is likely to continue to

improve. New more advanced technologies will allow the same computation to be

performed with less energy. Shrinking the technology will also allow the same

computation to be done faster, which will increase the power dissipation. Further scaling

of the supply and threshold voltages will also increase the efficiency of processors,

although at the expense of some performance. If designers are willing to give up a small

factor in performance then large gains in energy are possible. Some of the efficiency lost

due to uncertainty may be gained back as adaptive techniques to control the supply

voltage become common. Simple pipelined machines are the most attractive because they

represent a good tradeoff of performance and energy.

5.1 Future Work

This thesis presents several avenues for reducing the power dissipation of processors but

does not describe a prototype. An excellent opportunity exists for incorporating the ideas

presented to realize how small the power dissipation of the processor can be. This

prototype should probably include an adaptive power supply and perhaps adaptive control

of the threshold voltage. Further work is needed, however, to really understand the

different sources of uncertainty and how they can be managed. Also incorporating
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adaptive control will answer the question of how much margin is needed to ensure correct

operation in all conditions.

There are also many opportunities for future research investigating the energy efficiency

of the whole system. The user buys a computer, not just a processor. In Chapter 4 it was

shown the processor is only a small fraction of the total power. As the power dissipation of

the processor decreases reducing the power dissipation of other components will become

even more important. Some sources of power dissipation, for example the chip-set

interfacing the processor to the system bus, can be attacked with techniques similar to

those presented here. Other sources of power, for example the LCD controller and driver,

may require novel techniques.

Finally, research is needed to understand how to dynamically manage the power

dissipation of the whole system. Systems today waste a lot of energy because the system

operates at a fixed performance. Ideally the operating system must determine what

performance level is appropriate for the user and how much power should be dissipated in

each of the different components. Under some conditions letting the interface chips run

very slowly may not degrade system performance significantly but may allow lower

power operation. Research is needed to understand not only how the operating system

makes these decisions, but also how to build a system with dynamically varying

characteristics.
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Appendix A

Capacitance Estimation

In order to estimate the energy dissipation of the Verilog models it was necessary to

develop CAD tools which estimate the total capacitance of each net. The capacitance of a

node has three components, diffusion capacitance—area and perimeter capacitance of the

drain, gate capacitance—input capacitance of the next gate, and interconnect

capacitance—capacitance of the wires between gates. Estimating the diffusion and gate

capacitance is easy. It can be found from the size and type of the gates attached to the net.

The wire capacitance, on the other hand, depends on where the cells are placed and how

they are interconnected together. Since wire capacitance is assumed to be constant per unit

length (0.2fF/µm), the problem reduces to estimating how long each net is.

Wire length estimation is done in two steps. First wire lengths are estimated for each

block, one at a time. Then, using a manually generated floor-plan, the length of global nets

is estimated. The total length of any net is the sum of these two components. A different

algorithm is used to compute wire lengths within a block depending on the block type.

There are three kinds of blocks, standard cell blocks, datapath blocks, and macro-cell

blocks.

Estimating the wire capacitance in macro-cells, like SRAM’s, is easy because the structure

is so regular. A few basic cells are replicated in a geometric pattern, so by estimating the

wire length in one cell a very good estimate of the total wire length can be found.

Estimating the wire capacitance of datapath blocks is slightly more complicated. Datapath

blocks are highly regular but the ordering of the different cells is not specified in the

Verilog model. The wire estimation tool first uses the Kernighan-Lin [70], [71] graph

partitioning heuristic to determine a pseudo-optimal placing of the cells. The program

tries to find the cell placement with the least number of tracks. It then estimates the length

of control wires based on the number of bits in the datapath and the bit-pitch. The bit-pitch

is set by how many tracks are required to connect all the cells. The wire estimation tool

then finds the length of data wires based on the connectivity and the width (or height) of

the cells.
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To estimate the length of wires in standard cell blocks an algorithm given by Pedram was

used [72]. The algorithm first computes the neighborhood population of each net (how

many cells are two hops away) and then translates this number into a wire length based on

the number and average size of the cells in the control section.
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Appendix B

Memory Power Model

Amrutur [16] developed a low-power memory that uses hierarchical word lines, pulsed

word line to limit bit line swing, and a small swing local bus. Based on that

implementation he developed a power model for memories which is describe in this

appendix.

In order to reduce power dissipation the storage array is broken-up into banks or blocks,

only one of which is active per access. A simple representation of the memory is shown in

Figure B.1. The decoders select one row to be read or written and drive a global word line.

A block select signal is and-ed with the global word line to generate a local word line. The

contents of the addressed row are driven on the bit lines and then sensed by the sense

amplifiers at the bottom of the block. From there the data is driven onto the I/O bus.

Amrutur characterized the power dissipation of different components in a memory by

three parameters, the number of rows (X), the number of banks (Y), and the number of

columns in a bank (Z). He found that most of the power dissipation was due to the wire

capacitance. For a given cell size the length of the wires is proportional to the three

parameters given. For example, the length of the bit lines depends on the number rows.

The power to pre-charge the bit lines also depends on how many bit lines there are. Given

the dimensions X, Y and Z, the power consumed to access the array is as follows,

Y

X

Z

B0 BY-1
......

Figure B.1: Cache power model.
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(6.2)

The power coefficients for Amrutur’s memory running at 100MHz are given in Table B.1.

Where two values are given the first is for reads the second for writes. The bit lines swing

is larger during writes and therefore writes dissipate more power.

For a 16KByte cache, where X=256, Y=8, and Z=64, the total power dissipation is

227mW for reads and 377mW for writes.

Parameter Description Value (W)

Kx X decoder, block select signal 3.035e-4

Ky global sense signal, write enable signal 3.125e-4

Kz local word line, memory cells, local sense
amps, global sense amps, write drivers

6.297e-4/9.344e-4

Kxz pre-charge bit lines, swing bit lines 2.075e-6/1.001e-5

Kyz Y decoder, global word line 4.941e-6

Kyzz pre-charge local bus, swing local bus 1.465e-6

Kln(xy)  address buffer 2.885e-3

Table B.1 Cache model parameters.

P KxX KyY KzZ KxzXZ KyzYZ KyzzYZ
2

K xy( )ln XY( )ln+ + + + + +=


