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Abstract

The proliferation of digital images, and the widespread distribution of digital data that has been

made possible by the Internet, has increased problems associated with copyright infringement

on digital images. Watermarking schemes have been proposed to safeguard copyrighted images,

but watermarks are vulnerable to image processing and geometric distortions, and may not be

very effective. Thus, the content-based detection of pirated images has become an important

application. In this paper, we discuss two important aspects of such a near-replica detection

system: distance functions for similarity measurement, and scalability. We extend our previous

work on perceptual distance functions, which proposed the Dynamic Partial Function (DPF),

and present enhanced techniques that overcome limitations of DPF. These techniques include

the Thresholding, Sampling and Weighting schemes. Experimental evaluations show superior
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performance compared to DPF and other distance functions. We then address the issue of using

these perceptual distance functions to efficiently detect replicas in large image datasets. The

problem of indexing is made challenging by the high-dimensionality and the non-metric nature

of the distance functions. We propose using Locality Sensitive Hashing (LSH) to index images

while using the above perceptual distance functions, and demonstrate good performance through

empirical studies on a very large database of diverse images.

Keywords: Indexing methods, Image databases, Image Retrieval

1. Introduction

Advances in the Internet and World-Wide Web technology have led to exponential proliferation

of information, disseminated at an unprecedented pace. However, the resulting widespread

distribution of data (text, music, imagery and video) has increased the problems associated

with copyright infringement.

To safeguard copyrighted images and trademarks, many watermark schemes have been pro-

posed [1]. Though useful, a watermark is vulnerable to image processing, geometric distortions,

and subversive attacks [2]. Therefore, we propose a content-based scheme to safeguard trade-

marks and copyrighted images. Given an image registered by its creator or distributor, the

system checks to find out whether near-replicas of the image exist on the Internet and reports

a list of suspect URLs. The rightful owner of the images can then check the suspect images to

determine whether they are indeed unauthorized copies.

To build such a system, and to achieve efficient and high detection accuracy, the following

three issues need to be addressed. First, representative and informative features that represent

an image’s perceptual features, must be extracted for each image. Second, an effective method

must be employed to accurately quantify the perceptual similarity between images. Third, the

system must be scalable, and must be capable of efficiently searching near-replicas in very large

databases. Our previous work [11] explored the first two issues. We identified perceptual fea-
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tures and demonstrated their appropriateness for the problem of image copy detection through

extensive empirical studies. We also presented the Dynamic Partial Function (DPF) to mea-

sure perceptual similarity between images, and showed that it performs better than several

traditional, widely used distance functions. In this paper, we extend our work on similarity

measures, address drawbacks of the DPF distance measure, and present enhanced perceptual

distance functions. We then address the third issue, that of efficiently searching large databases

for image near-replicas.

An image can be pirated in many ways, including format conversion (e.g, from JPEG

to GIF), resampling, scaling, changing orientation, cropping, framing, colorizing, etc. Yet, it

would be unlikely for a pirate to change the image substantially and thereby lose its perceptual

similarity to the original. Thus, the features used to represent each image should be such that

they represent the perceptual characteristics of the image. We identified an appropriate set of

features [11], which we will summarize in Section 2.

To measure perceptual similarity between images, many distance functions such as Minkowski-

like metrics [7] (including Euclidean, L1, and Fractional distance functions [8]), Histogram Co-

sine distance [9], and Fuzzy logic [10], have been used. However, in [11], we showed that these

methods frequently overlook obviously similar images and hence are not adequate for recogniz-

ing near-replica images. We proposed the Dynamic Partial Function (DPF) for characterizing

similarity between images. Unlike other current feature-selection methods [13, 14, 15, 16] that

select the same features for all the images, DPF dynamically activates features (with minimum

differences) in a pair-wise fashion. By searching through an effective subspace for comparable

images, DPF has been shown to perform significantly better than Minkowski-like metrics. The

superior performance of DPF can be understood from ideas in cognitive psychology, a discussion

of which can be found in Section 3.1 and [11].

Though achieving high accuracy, DPF suffers from the limitation of one-size-fits-all: it

imposes the same number of dimensions on all pairwise comparisons. Ideally, the optimal
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number of features should be determined in a pairwise fashion. A simple example will illustrate

this point. Suppose we would like to find objects similar to a red bell-pepper. Among several

possibilities, a strawberry and a green bell-pepper may be chosen. The first pair (the strawberry

and the red bell-pepper) are similar in color (red), and the second pair (the green and the red

bell-peppers) are similar in shape and texture. Thus we see that the number of similar features

might differ for different image pairs, as might the different types of features. Therefore, using

a fixed number of features to capture various characteristics of different image pairs may not

yield optimal results. Image pairs with different characteristics may have a different number of

features contributing to similarity.

Based on the above observations, we propose a number of schemes for enhancing DPF

[12], including Thresholding, Sampling, Weighting, and some hybrid schemes of these three ba-

sic approaches. These methods adaptively activate different numbers of features for different

image pairs, which can better capture the different characteristics of different image pairs. Our

experimental results show that all these methods can enhance DPF’s performance in recogniz-

ing near-replica images. Among them, the Weighted-Sampling-Thresholding method can most

accurately capture pairwise image similarity. For example, at 80% recall rate, it can improve

DPF’s precision by as much as 16%, outperforming L1 distance function by 43%.

In addition to feature extraction and distance measurement, the third critical issue that

needs to be addressed when building a useful image replica detection system, is the ability

to efficiently search through a large number of images. With the widespread proliferation of

digital equipment(cameras and scanners, etc.) and fast dissemination through the Internet,

there has been an exponential increase in the number of digitized images available on the Web.

A sequential scan through such a dataset is inefficient and not scalable. We need efficient

indexing schemes that allow replica detection by searching just a small subset of the entire

dataset. The large number of features describing each image, and the non-metric nature of

perceptual similarity, make indexing a challenging problem. In this work, we study the use of

Locality Sensitive Hashing(LSH) [24] to index images, and for use with the perceptual distance
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functions. In LSH, a hash is created for each point (each image is represented as a point in a

high-dimensional space) in the database such that the probability of collision is much higher for

points that are close to each other than for those that are far apart. This indexing technique

has been used successfully for some high-dimensional applications, as in [27] and [28]. Here, we

demonstrate that this is a promising indexing technique for image piracy detection.

The rest of this paper is organized as follows: In Section 2, we describe the features used for

representing each image. We discuss distance functions for measuring image similarity in Section

3, and address the problem of indexing images for replica recognition in Section 4. Section 5.1

describes the testbed we used for experimental evaluations, and Section 5 presents the results

of our empirical study. We offer concluding remarks in Section 6.

2. Feature Selection and Extraction

To describe images, it is important to select a set of features that can adequately represent

the perceptual characteristics of each image. We have addressed this problem in previous work

[32, 11], which employs a multi-resolution feature set that includes color and texture features.

A number of studies [32, 33, 34, 11] have shown this set of features to be robust and effective

for image retrieval. Hence we use this feature set in our current work. With this feature set, we

achieved acceptable recall even with the Euclidean distance function, and recall was drastically

improved when used with perceptual distance functions. Below, we describe this feature set.

For further details, please consult [11].

As some researchers [17] have suggested, human perception works in a multi-resolution

fashion. In our study, we employ a similar multi-resolution image representation scheme and

describe each image with a 279-dimensional feature vector, including three types of perceptual

features: color, texture and shape. Specifically, we use 147 global color, texture, and shape

features, and 132 color-based local features to characterize each image. Each feature component

is then normalized to be in the range of [0, 1] using Gaussian normalization [18].
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Color. Color is one of the most important elements for human vision [21]. To capture the

perceptual properties of images, it is desirable to use a color space in which small changes in the

space will correspond to small perceptual differences. In this study, we employ HSV color space,

which has been shown to be capable of representing human color perception substantially [21].

Research [17] shows that, throughout the visible spectrum (roughly 380nm to 780nm),

colors that can be named by all cultures are generally limited to eleven—namely black, white,

red, green, blue, brown, yellow, pink, purple, gray, and orange. We use these “culture-colors” to

divide the entire color space into 11 bins, each corresponding to a culture-color. Since all colors

inside each bin are referred to be the same name, colors falling in one bin can be considered to be

perceptually similar. We want to stress here that human perception and vision is quite complex

any such division of the color space can only be an approximation. However, we believe this

is a reasonable approximation since words in languages can be expected to reflect how humans

perceive color. Also, experimental studies in [11] have found such a feature representation to

show good performance for the replica detection problem.

We thus divide HSV space into 11 culture-color bins. Within each bin, we extract features

in the following way. At the coarsest resolution, we characterize color using a color histogram.

At finer resolutions, we record eight features for each color. These eight features are color means

(in H, S and V channels), color variance (in H, S and V channels) and two shape characteristics:

elongation and spreadness [2]. Color elongation characterizes the shape of a color, and color

spreadness characterizes how that color scatters within an image. Altogether, we extracted 99

color features.

Texture. Texture is another important element for human vision. As shown by many

studies [3, 4, 5, 6], characterizing texture features in terms of structuredness, orientation, and

scale (coarseness) fits well with models of human perception. There is a great variety of texture

features available to system designers. For ease of computation, we choose a discrete wavelet

transformation (DWT) using quadrature mirror filters [5].
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Each wavelet decomposition on a 2-D image yields four subimages: a ( 1

2
× 1

2
) scaled-down

version of the input image and its wavelets in three orientations: horizontal, vertical, and

diagonal. Decomposing the scaled-down image further, we obtain the tree-structured or wavelet

packet decomposition. The wavelet image decomposition provides a representation that is easy

to interpret. Every subimage contains information of a specific scale and orientation and also

retains spatial information. We obtain texture features from subimages of four scales and three

orientations. At each scale and each orientation, we extract four global texture features: energy

mean, energy variance, elongation, and spreadness. In all, we obtain 48 texture features.

Local features. Since observers are often interested in the spatial layout of the colors,

textures, and shapes of an image, or because they may be interested only in certain objects,

using global features alone can be inadequate [10]. Therefore, we also extract 132 local features

to capture some local information. We first extract 11 subimages from each image, according

to the culture colors. Each of these sub-images contain only one culture color. Next, from each

subimage, we extract texture energy features in three orientations (horizontal, vertical, and

diagonal) and four scales, and normalize the texture energy features with the color areas [19].

3. Distance Functions for Similarity Measurement

A distance function is used to quantify (dis)similarity between two instances (images). Each

image can be represented by a p dimensional feature vector (x1, x2, . . . , xp), where each dimension

represents an extracted feature. In the following, we define the feature distance in feature channel

i as ∆di = |xi − yi|,for i = 1, 2, . . . , p. Since we normalize the feature values to be in the range

of [0, 1], the feature distance is also in the range of [0, 1].

To measure similarity, Minkowski-like distance functions [7] are commonly used [5, 8, 18].

In these metrics, the distance between any two images X and Y is defined as

D(X, Y ) =

(

p
∑

i=1

∆di
r

)
1

r

. (1)
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When we set r = 1, the above distance is the City-block or L1 distance. When we set r = 2,

it is the Euclidean or L2 distance. And when r is a fraction, it defines a fractional function [8].

In general, a Minkowski-like distance function considers all features for similarity measurement.

However, extensive study [11] has shown that the above assumption is questionable. In-

stead, in [11], the Dynamic Partial Function(DPF) was proposed. Here, we recapitulate DPF,

discuss cognitive psychology that validates the approach, and identify its limitations. We then

propose advanced distance functions that address the limitations of DPF.

3.1 Dynamic Partial Function(DPF)

If we define the set

∆m = The smallest m ∆di’s of (∆d1, ∆d2, . . . , ∆dp),

then the dynamic partial distance between two images X and Y , is defined as

D(X, Y ) =





∑

∆di∈∆m

∆di
r





1

r

, (2)

where m and r are tunable parameters. When m = p, DPF degenerates to a Minkowski-like

metric. When m < p, it counts the smallest m feature distances between two images, and hence

uses only the similar aspects of the images to measure similarity. Thus, DPF activates different

features for different image pairs. The activated features are those with minimum differences—

those that provide coherence between the objects. If there is sufficient coherence (because a

sufficient number of features are similar), then the distance is small and the images can be

inferred to be similar. The parameter m can be selected by training a large image dataset and

computing an “on-average optimal” m value. For r, commonly used values are 1 and 2, as in

the case of Minkowski measures.

The dynamic and partial approach used by DPF is strongly grounded in ideas from research

in cognitive psychology. Studies have shown [31, 20] that the Minkowski approach, where all
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aspects are employed to measure similarity, does not model human perception. Goldstone [30]

explains that similarity is the process that determines the respects for measuring similarity.

In other words, similarity is measured by selecting the appropriate respects, at the time of

comparison. Human perception infers overall similarity based on the aspects that are similar

among the compared objects rather than based on the dissimilar aspects. For example, we are

likely to find a red car similar to a red truck based on the color, and also find a red car similar

to a black car based on shape. As we see here, similarity in both cases is measured based on a

different set of aspects—the ones that are most similar for the compared pair. DPF works in a

similar way. It measures similarity based on the subset of features that are most similar for a

given pair of compared objects. Hence it models human perception more accurately.

For further details about the Dynamic Partial Function, please refer to [11], which presents

extensive experimental studies that validate the effectiveness of the DPF approach. Also, the

performance of DPF has been shown to be superior to that of widely-used distance functions

such as the fractional function, histogram cosine distance function, and the Euclidean and

Manhattan distance functions. For instance, for a recall of 80%, the retrieval precision of DPF

is shown to be 84% for the test dataset used. In comparison, the histogram cosine function

and the best fractional function yield precisions of 79% and 25% respectively; Euclidean and

Manhattan distance functions yield precisions of 50% and 70% respectively. Since studies in

[11] have already shown performance of DPF to be superior to other distance functions, in this

paper, we compare the performance of enhanced perceptual distance functions only with DPF.

3.2 DPF Enhancements

Even though DPF works much better than Minkowski-like metrics, it is limited by the fact that

the number of features used, m is fixed. This is a limited model since the similarity of different

pairs of objects may depend on different number of features. Using a fixed number of features

may include features that contribute some noise or might overlook some features that actually
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contribute to similarity.

In this work, we devise techniques to overcome these limitations. Below, we propose three

basic remedies—Thresholding, Sampling, and Weighting—for adaptively selecting m. We also

discuss hybrid schemes that combine these basic remedies. We present experimental results in

Section 5 for evaluation.

3.2.1 Thresholding Method

The Thresholding method activates different numbers of “similar” features for measuring simi-

larity by employing a threshold θ. After comparing two images in every feature, a threshold θ

is introduced to categorize their p features into a similar feature-set and a dissimilar feature-set.

The features that have a difference smaller than θ belong to the similar feature-set, and the other

features belong to the dissimilar set. We compute the distance of the image pair using only the

features in the similar feature-set. More specifically, let Aθ denote the similar feature-set. The

number of similar features can be written as |Aθ|. The Thresholding distance of image pair

(X, Y ) is then defined as

D(X, Y ) =





1

|Aθ|

∑

∆di∈Aθ

∆di
r





1

r

. (3)

A proper θ must be chosen so that the resulting distance function can work effectively. The

procedure for setting θ is similar to that for setting m: we experiment with different θ values on

a training dataset, then select the θ that can achieve the on-average lowest missing rate. Even

though the Thresholding method is not tune-free, it is more adaptive to the characteristics of

different image pairs.

3.2.2 Sampling Method

For measuring similarity, DPF uses an “on-average optimal” m, and Thresholding uses an “on-

average optimal” θ. Ideally, the optimal m and the optimal θ should be determined in a pairwise
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fashion. Our sampling method aims to achieve this goal for DPF and for Thresholding.

Our Sampling-DPF adaptively finds the optimal m for each image pair. (Once Sampling-

DPF is presented, Sampling-Thresholding simply replaces mn with θn.) The main idea of

Sampling-DPF is to try different m settings simultaneously, and to anticipate that some of

the sampling points can be near the optimal m. Suppose we sample N settings of m, denoted as

mn, n = 1, · · · , N . The sampling DPF method ranks the similarity of all images in the dataset

(denoted as Φ) with respect to query X using mn. This step is repeated N times for N different

mn sampling points1. At each sampling mn, a ranking list, denoted as Rn(Φ, X), is generated.

Finally, the sampling method aggregates N ranking lists and produces the final ranking, denoted

as Rr(Φ, X).

There are two issues concerning the Sampling method: how frequently and where to sample,

and how to aggregate the final ranking. Regarding sampling frequencies and sampling locations,

our empirical study (see Section 5.2.3) will provide a rule of thumb. Regarding ranking, we

suggest the following two methods:

1. Using the smallest rank as the final rank (SR).

The SR ranking relies on information at one sampling point that gives an image the best rank.

For instance, suppose we have three sampling points, and image Ii ranks at these sampling

points 7th, 11th, and 121st, respectively. Its SR rank is min{7, 11, 121} = 7.

2. Using the average distance (or rank) as the final distance (AR).

The AR approach takes all sampling points into consideration. The AR distance DAR(X, Y )

of image pair (X, Y ) is the average of the aggregated distance at all N sampling points, or

DAR(X, Y ) =
1

N

N
∑

n=1

(
∑

∆di∈∆mn

∆di
r)

1

r . (4)

For the Sampling-Thresholding method, its AR distance can be written as

1For efficiency, we first ranked N sampling points in ascending order. After computing feature distances for
each image pair, we sorted them and incrementally computed and aggregated the distances under these samples
in one pass.
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D(X, Y ) =
1

N

N
∑

n=1

(
1

|Aθn
|

∑

∆di∈Aθn

∆di
r)

1

r . (5)

3.2.3 Weighting Method

The Weighting method can be used with Sampling-DPF, Sampling-Thresholding, or other meth-

ods. In addition to setting different m or θ values for different image pairs, the Weighting method

takes into consideration the fact that different types of features can have different degrees of

importance for measuring similarity, and thus should be given different weights accordingly.

Let wi denote the weight of the ith similar feature. In the Weighted-Sampling-DPF method,

the distance of image pair (X, Y ) is defined as

D(X, Y ) =
1

N

N
∑

n=1

(
∑

∆di∈∆mn

wi∆di
r)

1

r , (6)

and in the Weighted-Sampling-Thresholding method, it is defined as

D(X, Y ) =
1

N

N
∑

n=1

(
1

|Aθn
|

∑

∆di∈Aθn

wi∆di
r)

1

r . (7)

To set the weight wi for the ith feature, we use the inverse of the standard deviation of

all feature values in that feature among similar images, which has been shown to be effective

in modeling feature relevance, and has been widely used in the image database community

[5, 10, 18].

4. Indexing Images for Replica Detection

For a practically useful image replica detection system, the ability to efficiently search for replicas

of a query image in a large database of images is crucial. With the large number of digital

images available, the system may have to search through millions of images. A sequential scan

through such a large dataset is not feasible. Thus, indexing of image databases is important,
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so that the system can quickly find the relevant images from among the entire dataset. An

ideal indexing scheme would allow quickly retrieving only all the nearest neighbors of the query

image. However, indexing images is challenging [26] because of the high dimensionality of the

feature vectors and because of the non-metric nature of the perceptual distance functions.

4.1. Locality Sensitive Hashing(LSH)

Locality Sensitive Hashing was proposed by Gionis et. al. [24] to index points for approximate

nearest-neighbor search in a high-dimensional space. In this section, we summarize the tech-

nique. Please refer [24] and [29] for an elaborate description of the algorithm, and a theoretical

treatment.

A locality-sensitive hashing function is defined as one for which the probability that two

points will collide is closely related to the distance between them. The hash function creates a

hash such that the probability of collision is much higher for points that are close to each other

than for points that are far apart. In [24], the authors present a family of locality-sensitive hash

functions for points embedded in the Hamming cube.

This family of functions can be applied for nearest-neighbor searches in the Euclidean space

by mapping each point to a point in the Hamming cube. Let P be the set of points to be indexed,

each represented as a d-dimensional vector, and let C be the largest coordinate in all points in

P . Then the set P can be embedded into the Hamming cube H having dimension d′ where

d′ = Cd, by representing each coordinate x as a sequence of x ones followed by C − x zeroes.

The hash functions are defined by selecting a random subset I from {1, ..., d′}. The hash

is created by the projection of each vector p on the coordinate set I. This is done by selecting

from p, the bits corresponding to the dimensions in I. Hence the hash is a sequence of bits.

Since the total number of hash buckets may be large, a second level hash is used to map the

LSH buckets into a smaller hash table. This is done only for better implementation and does

not change the properties of the LSH hash.
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When querying the index structure, the hash for the query point is created and the corre-

sponding hash bucket is retrieved. Near neighbors of the query point would be in this retrieved

bucket with a high probability. Further processing is then done only on this retrieved bucket,

and hence we need to visit only a small subset of the entire image database.

To increase accuracy of retrieval, we create l independent hash functions from the family

of hash functions described above, and construct an independent index structure corresponding

to each of the hash functions. Doing so reduces false negatives, since neighbors left out by one

index may be retrieved through the other indexes. As an illustration, consider the following

example. Suppose an index suffers from 40% false negatives. Using 5 such indexes that are

created independently using different hash functions, we expect the fraction of false negatives

to be reduced from 0.4 to 0.45 or around 0.01, since each index has independent errors. We will

show in 5 that the value of l must be carefully set. A smaller l results in a high incidence of

false negatives, but a high l may be counter-productive because of reading in the same points

multiple times. Note that when a query is processed, l hash buckets are retrieved, one from

each index.

4.2. Addressing Challenges to Indexing

There are two significant challenges raised by the problem of indexing images. The first arises

because of the large number of features that describe each image. The well known curse of

dimensionality makes it difficult to index points. LSH is able to index points in high dimensional

search, but since it is a probabilistic scheme, it returns only the approximate neighborhood of

the query point, and may miss some neighbors. But for a quick search, an approximate search is

the only option and is acceptable for practical purposes. If higher recall is required, the number

of LSH indices used can be increased, or a sequential scan can be performed.

The second challenge is that perceptual distance functions are non-metric in nature, as

the work in this paper shows. Developing indexing methods for use with non-metric distance
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measures is a hard problem. DynDex, a clustering based algorithm for indexing in non-metric

spaces was introduced in [25]. With DynDex, frequent insertions or deletions may cause index

quality to degrade, and when that happens, reindexing is required.

Since LSH allows finding approximate near neighbors in the Euclidean space, we cannot

directly get perceptually similar points (ie. nearest neighbors using DPF or other perceptual

distance functions). Hence we employ the following scheme. The index structure is used to

retrieve a large Euclidean neighborhood of the query point such that most of the perceptually

similar points are retrieved. Then the retrieved points are sorted using the advanced perceptual

distance functions to select the most similar images. Thus, we use the LSH index structure for

prefiltering and then select the best matches based on the perceptual distance functions. In

Section 5.3.2, we study the size of the Euclidean neighborhood that will have to be retrieved for

such a scheme, and the tradeoffs involved, between efficiency and effectiveness, when using this

method.

Also, it is worth noting that LSH may be an appropriate indexing scheme for non-metric

DPF-like functions because of the inherent partial nature of LSH. LSH works by selecting a

small subset of dimensions of the embedded binary vector, which is somewhat analogous to

activating just a subset of dimensions, as in DPF.

5. Empirical Study

We start this section by describing the testbed that we used for empirical evaluation. Then

we present detailed experimental results. To test the effectiveness of the enhanced perceptual

distance functions, we conducted experiments using DPF and each of the enhanced functions

to evaluate if near-replicas of the query image could be retrieved with better precision/recall

compared to DPF. Note that we present comparisons only with DPF, since DPF has already

been shown in [11] to be superior to a variety of distance functions. Then, to evaluate whether

these methods scale well to a large dataset, we tested the best method with a one-million-
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image database. The next set of experiments was conducted, using the million-image dataset,

to investigate the use of LSH and to find optimal LSH parameters for indexing in a near-replica

detection system.

5.1 Experimental Testbed

To study the effectiveness of the proposed functions and methods, we require a testbed containing

a large number of diverse images, including a variety of labeled original and pirated images.

Unfortunately, no such experimental testbed is available, and for thorough evaluations we have

to resort to an artificially constructed dataset. To construct an artificial but realistic testbed,

we used a base set of original images, and performed a set of 40 transformations on each of

these images. These 40 transformations span a wide variety of transformations that an image

pirate is likely to make. Considering the variety of transformations performed, and the large

number of diverse base images used, we believe that this artificial dataset is a good simulation

of real-world test data, and can be used for a reliable evaluation of our methods.

To create the set of original images, we collected images from Corel image CDs and the

Internet, and normalized them into two sizes: either 384× 256 or 256× 384. The following is a

list of transformations performed on each of these images.

1.Colorizing. Each image is colorized through the red, green, and blue channels by 10%

respectively.

2.Changing contrast. The intensity differences between the lighter and darker elements of each

image are increased or decreased.

3.Cropping. We first symmetrically remove the outer borders of each image to reduce its size

by 5%, 10%, 20%, and 30%, and then scale the cropped image back to its original size.

4.Despeckling. The amount of speckles within each image is reduced.

5.Downsampling. Each image is downsampled by seven different percentages: 10%, 20%, 30%,

40%, 50%, 70%, and 90%.

16



6.Flopping. We obtain the mirror images by reflecting the seed images along the horizontal

direction.

7.Changing format. We obtain the GIF version of each JPEG image.

8.Framing. For each image, we produce four framed images, each with a randomly selected

frame color. The frame covers 10 percent of the total area of the framed image.

9.Rotating. We rotate each image by 90o, 180o and 270o.

10.Scaling

• Scale up then down. Each image is scaled up by 2, 4 and 8 times, and then scaled

back to its original size.

• Scale down then up. Each image is scaled down by 2, 4 and 8 times, and then scaled

back to its original size.

11.Changing saturation. We alter the saturation amplitude of each image by five percentages:

70%, 80%, 90% 110%, and 120%.

12.Changing intensity. We vary the intensity amplitude of each image by four percentages:

80%, 90%, 110%, and 120%.

Training dataset A training dataset is required by the enhancement schemes where a

threshold is utilized. It is also used to obtain a suitable range of m or θ values for the sampling

schemes so that similar and dissimilar images can be effectively separated. For this purpose we

used 2000 randomly picked images and their 40 replicas, thus creating a training dataset with

82000 images.

Testing dataset To evaluate the effectiveness of our enhancement schemes, we constructed

a testing dataset with images that did not appear in the training dataset. This testing dataset

was composed of 20,000 randomly picked images, of which 500 were selected to be used as query

images. A replica image set was then created for each query image using the 40 transformations,

yielding an additional 20,000 images. The replica images were added to the test dataset to give

a the total of 40,000 images.
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Scalability and indexing test dataset A much larger dataset was created to test the

scalability of the distance functions and to investigate LSH as an indexing scheme. This dataset,

containing over a million images, was created by applying the 40 transformations to each of about

25,000 randomly picked images.

We also applied the distance functions and methods described here to a real-world situation.

A software prototype using these methods was developed, and used to search Web-sites on the

Internet for replicas of proprietary images owned by a certain company. This was done for each

of 300, 000 images in a database of original images. However, because of copyright issues, we

cannot provide much detail about this work and the results obtained. Snapshots of the software

in action, and some brief information, are provided in Section 5.4.

5.2. Distance Functions

Here, we present the performance of DPF using its fixed “on-average optimal” m value, and

then show experimental results for the enhanced distance functions.

5.2.1 DPF

In our mining work, we took Euclidean distance function as the baseline, and set r = 2 for

DPF. To find the “on average optimal” m value, we trained DPF in the following procedure.

We used our 82,000 training image dataset and the 2,000 seed-images as queries. For each

query, we retrieved the top-40 most similar images and tallied how many of the 40 transformed

images were missing. We computed the average missing rate for each similar image category

(colorizing, changing contrast, cropping, despeckling, downsampling, flopping, changing format,

framing, rotating, changing saturation, scaling, and changing intensity). The training results

(Figure 1) show that the best m value is 189, where the on-average missing rate is the lowest.

But, as Figure 1 shows, when we went to individual m values, we found that for different

types of transformed images, the optimal m values were not equal. For example, the best m
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Figure 1: Predicting optimal m

value is m = 179 for colorizing images, and 229 for cropping images. This means that using 189

as the best m value for colorizing images may involve 10 dissimilar features, which actually add

noise and contribute to dissimilarity; using 189 as the best m value for cropping images might

overlook 40 similar features that could contribute to similarity.

Through the above experiments, we learned that when using a fixed number of features,

DPF faces difficulties in capturing various characteristics of different image pairs. Further

enhancement is therefore desirable.

5.2.2 Thresholding Method

By employing a threshold θ to divide all features into similar and dissimilar categories, the

Thresholding method sets different m values for different image pairs. To find the “on-average

optimal” θ, we trained the distance function (Equation 3) using the same procedure as in Section

5.2.1. The training result (Figure 2(a)) shows that the optimal θ is (θ = 0.28), at which value

the on-average missing rate for all kinds of transformed images achieves the lowest rate. When

a smaller θ (θ = 0.1) is chosen, the missing rates get higher due to ignoring some features

that could contribute to similarity. And using a larger θ (θ = 0.5) also increases the missing

rates, because it involves some noisy features that contribute to dissimilarity. Compared with

the mining results of DPF (Figure 1), the missing rates of all types of transformed images are
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reduced in the Thresholding method. For example, for colorizing images, the lowest missing

rate for DPF is 31.5%, whereas for the Thresholding method, it is 25.4%.

(a) Predicting optimal θ

(b) Comparison of Thresholding and DPF

Figure 2: The Thresholding method

Then, we compared the Thresholding method with DPF, using the testing dataset. After

setting θ = 0.28 based on the training results, we used the 500 query images. For each query, we

recorded the precision/recall of searching for its near replicas. The results in Figure 2(b) show

that the Thresholding method outperforms DPF. When the recall rate is 90% (thirty-six out of

forty transformed images have been found), the Thresholding method achieves 49.7% precision,

whereas DPF achieves only 41.6%.
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5.2.3 Sampling Methods

Next, we studied Sampling-DPF and Sampling-Thresholding methods. We used the same test-

ing dataset and the 500 seed-images as queries, and recorded the precision/recall. Based on

the training results of DPF and Thresholding methods (Figure 1 and Figure 2(a)), we chose

the sampling range [100, 240] for the Sampling-DPF method, and [0.1, 0.4] for the Sampling-

Thresholding method. Within these ranges, the missing rates of all kinds of transformed images

attain the lower values. We randomly sampled 40, 80, 120, and 140 points.

We first compared two aggregation methods: the smallest ranking (SR) and the average

ranking (AR). Figures 3(a) and 4(a) present the testing results of using SR, and Figures 3(b) and

4(b) show the results of using AR. These figures demonstrate that for both Sampling-DPF and

Sampling-Thresholding methods, AR works better than SR. The superior performance of AR

can be attributed to its statistical property. It uses the mean distance obtained from multiple

samples (see Equations 4 and 5), which is statistically better than using a single value. Since

AR works better, we employed it in our subsequent experiments.

Then, we studied the effect of the sampling frequency. Figure 3(b) and Figure 4(b) depict

that the more points sampled (from N = 40 to N = 120), the higher the precision. When

the recall rate is 90%, the accuracy of the Sampling-DPF method increases from 38.1% (when

N = 40) to 41.8% (when N = 120), and the accuracy of the Sampling-Thresholding method

increases from 61.5% to 63.0%. As more points are sampled (from N = 120 to N = 140), the

speed of the accuracy increment in both methods slows down. Considering the trade-off between

accuracy and computational cost, we do not need to sample as many points as possible. In our

case, N = 120 is good enough, since it already can achieve high precision. In subsequent work,

we used the results based on N = 120 points.

We also compared the two sampling methods with DPF and Thresholding methods. Figure

3(b) and Figure 4(b) show that the sampling methods work more effectively. When the recall is

80%, the precisions for DPF, Thresholding, Sampling-DPF, and Sampling-Thresholding meth-
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(a) The SR method

(b) The AR method

Figure 3: The Sampling-DPF method

ods are 78.8%, 80.5%, 84.2%, and 92.6%, respectively.

5.2.4 Weighted-Sampling Methods

In addition to considering that different image pairs may have different numbers of similar fea-

tures, Weighted-Sampling-DPF and Weighted-Sampling-Thresholding methods assign different

weights to different features. We used the inverse of the standard deviation of all feature val-

ues in the ith feature among similar images as the weight wi (Equations 6 and 7). Based on

the previous study, we randomly sampled N = 120 m and θ values within the ranges of [100,

240] and [0.1, 0.4] respectively. Figure 5 presents the comparative results of using the testing
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(a) The SR method

(b) The AR method

Figure 4: The Sampling-Thresholding method

image dataset and the 500 seed-images as queries. The figure shows that Weighted-Sampling-

DPF and Weighted-Sampling-Thresholding work even better than other methods in recognizing

near-replica images. For instance, when the recall rate is 80%, the precisions of DPF, Sampling-

DPF, Weighted-Sampling-DPF, Sampling-Thresholding, and Weighted-Sampling-Thresholding

methods are 78.8%, 84.2%, 85.4%, 92.6%, and 94.8%, respectively.

To summarize, by adaptively capturing the different characteristics of various image pairs,

all new methods (Thresholding, Sampling-DPF, Sampling-Thresholding, Weighted-Sampling-

DPF, and Weighted-Sampling-Thresholding) can enhance the performance of DPF by large

amounts, outperforming Minkowski-like metrics substantially. Among them, the Weighted-
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Figure 5: The weighted sampling methods

Sampling-Thresholding method performs best, because of its highest achievement in capturing

various image-pair characteristics. When the recall rate is 80%, it improves DPF’s performance

by 16%, outperforming the L1 distance function by as much as 43%.

5.3. Scalability and Indexing

As shown above, the Weighted-Sampling-Thresholding method performs the best. The Sampling-

Thresholding method, as can be seen in Figure 5, performs almost as well, but is simpler to

implement and is less computationally expensive. Hence we used the Sampling-Thresholding

method as a representative scheme to evaluate how well the proposed distance functions scale

to much larger datasets. The precision-recall graph obtained with the million-image dataset

was quite similar to that in Figure 5, thus demonstrating that the enhanced perceptual distance

functions scale well to much larger datasets. However, we obtained these results by sequentially

scanning through the entire dataset, which is inefficient and does not scale well in terms of

retrieval time.

Next, we evaluate Locality Sensitive Hashing, and its effectiveness and efficiency when

applied to an image replica detection system. We study its suitability to index images, and

determine the optimal parameters. We conducted several experiments, each of which is detailed

below with results.
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The two tunable parameters for LSH are k, the number of random bits selected to create

the hash, and l, the number of independent indexes used. We experiment with values of k set to

15, 30 and 45, and that of l ranging from 1 to 10. Values for k greater than 45 are ineffective in

retrieving much of the neighborhood, and using k less than 15 results in very large hash buckets

so that a very large number of points are retrieved when querying the index, thus making it

inefficient. Thus we restrict ourselves to these values.

5.3.1 Indexing in High-D spaces with LSH

Before investigating the use of LSH for indexing images, we study the ability of LSH to retrieve

the Euclidean neighborhood of a query point in high-dimensional spaces. Note that in this

experiment, we are concerned with only retrieving Euclidean neighbors, and ignore the issue of

perceptual similarity.

LSH is an approximate NN hashing scheme in which near neighbors are expected to collide

with high probability, but collision is not guaranteed. This probability of collision varies with

the value of k. Larger values of k mean that the hash-buckets would be smaller, and a larger

proportion of the neighborhood would be left out. In this experiment, for each k, we check

the bucket retrieved from the index for a query point, and count the number of points in the

bucket that lie within varying radii around the query point. We compare this with the number

of points found within these radii by a sequential scan of the entire dataset. The objective is to

measure how well LSH can capture neighborhood of a query point. In Figures 6 and 7, we plot

these counts vs the radii for each of the LSH indexes and for the sequential scan.

In the plots, the curves for the LSH indexes, compared to that for a sequential scan, depict

the proportion of the neighborhood of a query point that is captured by the LSH indexes. This

tells us the probability of near neighbors colliding in the LSH hash buckets. From this, we

can estimate the number of independent indexes we must use so that we can expect all nearest

neighbors to be retrieved.
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Figure 6: LSH effectiveness

Figure 7: LSH effectiveness - zoomed in

For instance, for points within a radius of 500 units around the query point (see figure 7),

the probabilities of colliding with the query point are about 0.4, 0.125 and 0.05 for k set to 15,

30 and 45 respectively. From this we infer that a larger number of independent indexes would

be required when k is 45, than when it is 15. Note however that a smaller number of indices

used may not mean higher efficiency, since the total number of data points that have to be read

also depend on the size of each hash bucket. The number of points in the hash bucket for k set

to 45 would be much smaller than for k set to 15. Hence to select optimal values, we have to

compare efficiency and effectiveness across a range of both k and l. We do so in Section 5.3.3.

A second observation from the plots is that the curves for the LSH indices are almost flat

after certain radii, which indicates that very few of the points retrieved in a LSH bucket are

26



not in the near neighborhood of the query point. This confirms that the locality-sensitive hash

functions indeed preserve locality.

5.3.2 Indexing with LSH for perceptual distance functions

In Section 4.2, we proposed the following method for using LSH to retrieve perceptually similar

images in an efficient manner. Use the index structure to retrieve a large Euclidean neighborhood

of the query point that includes most of the perceptually similar points. Then the points

retrieved from the LSH hash buckets are sorted using the advanced perceptual distance functions

to select the most similar images.

Figure 8: Limitation of L2 index

Figure 9: Limitation of L2 index - zoomed in

We present results here from experiments conducted to study the size of the Euclidean
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neighborhood that would have to be retrieved as above, for different desired recall. We compare

this with the ideal situation, where the indexing mechanism would allow retrieving neighbors

directly using the DPF measure.

We rank all points in the dataset by distance from the query point, using L2 and DPF

respectively, and count the number of nearest neighbors we must scan, for each, to achieve

various recall. We plot the percentage of data retrieved vs. recall, for both L2 and DPF in

Figure 8 and Figure 9.

From the figures, we can see, for instance, that to get a recall of 0.6, we need to retrieve

only about 0.1 percent of the dataset, when retrieving L2 neighborhood. Thus a scheme like

LSH can be used to achieve a reasonable recall by retrieving a very small percentage of the

database. If an indexing scheme that allowed retrieving DPF neighbors directly was available,

much higher recall could be achieved very efficiently. However, indexing in non-metric spaces is

still an open research problem, and we have to resort to this hybrid scheme.

5.3.3 Scalable Image Replica Detection Using LSH

We used the following performance measures to evaluate indexing—hit rate and retrieval time.

We define hit rate as the fraction of relevant points (i.e. near-replicas of the query) found in

the top 40 points from the retrieved set. We choose this measure of performance over the more

commonly used recall because we believe that in a real system, the user would not want to look

through a large number of points but would rather see results in the top 40 candidates. (40

would be a reasonable number, since that is the number of replicas in the database.)

Figure 10 shows hit rate achieved with different parameter settings for l and k. As stated

before, we present results with values of k set to 15, 30 and 45, and that of l ranging from 1 to

10.

To measure retrieval time, we use a count of the number of data points read. Our experi-

ments were done in a memory-based setting where all data points are stored in memory before
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Figure 10: Hit Rates achieved with LSH

processing. Thus retrieval time is directly proportional to the number of points read. Figure 11

shows the number of points read for different l and k.

Figure 11: In-memory performance of LSH

Figures 10 and 11 show us that LSH can be used to efficiently achieve high performance.

Clearly there is a tradeoff between efficiency and hit rate. Higher hit rates can be achieved

at the cost of some loss in efficiency, if required by a particular application. The parameter

settings k = 45 and l = 9 can be considered optimal settings. With these parameter settings,

an average hit rate of 0.78 is achieved by retrieving about 1% of the dataset. Our experiment

on a Pentium-III 1GHz workstation shows a query time of about 3 to 5 seconds at this setting,

which is acceptable to an interactive user.
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5.3.4 Summary

From the above experiments on indexing and scalability, we conclude that Locality Sensi-

tive Hashing is a promising technique for efficient detection of pirated images in large image

databases. LSH does indeed preserve locality, but its probabilistic nature causes some neighbors

to be missed. However, this can be easily taken care of by the use of multiple independent

LSH indices. High recalls can be achieved efficiently by using the perceptual distance functions

in conjunction with LSH. This can be done by retrieving a larger neighborhood using the LSH

indices and then using the perceptual distance functions to order retrieved points. Such a hybrid

scheme allows achieving high hit rates (almost 80%) in interactive time (3 − 5 seconds). We

found the best parameters to be k = 45 and l = 9.

5.4. Experiments with proprietary database

Figure 12: Detecting replicas of proprietary images - 1

We now present some snapshots (Figures 12 and 13) from replica search experiments with
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Figure 13: Detecting replicas of proprietary images - 2

the proprietary dataset mentioned in Section 5.1. In the pictures, the left half of the UI shows

the near-replica suspects (found on the Internet) in yellow frames. When an image on the left

is selected by the user (selected image seen in a red frame), the right half of the UI displays

the top 15 matching images from the proprietary image dataset. For instance, in Figure 12,

the near-replica found on the Internet (framed in red on the left) is a cropped near-replica of

an original image (the top image returned by the system on the right) with some added text.

In Figure 13, we see that even when the replica (first row, 4th image on the left) has been

transformed to change the color of clothes, our distance functions can successfully recognize it

as a near replica of an original proprietary image (which is shown on the right).

Based on manual searches of Web-sites, it was found that the image replica detection system

could find replicas with an accuracy of upto 60 − 70%, thus demonstrating that the methods

proposed in this work are effective for finding image near-replicas for real-world datasets.

Unfortunately, due to copyright issues we are unable to present a detailed study using this
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dataset. However, we believe that thorough empirical evaluation presented above using the

artificial dataset, and this brief information about performance with real-world images, give a

reliable indication of the usefulness of the methods presented here.

5.5. Note

A very recent paper [35], presents a parts-based technique for image replica detection. In the

technique proposed by [35], a large number of feature vectors (in the order of 1000) are extracted

per image for characterizing salient points, resulting in high feature extraction time (1 to 10

seconds per image, which is 10 to 100 times our feature-extraction time). Another drawback of

the parts-based is that images which contain the same or similar objects (e.g., the White House)

as a query image, are likely to be retrieved as replicas, even though they are not near-replicas.

We believe that the approach of [35] could yield better precision/recall due to its more robust

feature extraction at the cost of higher computational time. An interesting research topic is to

apply DPF on the salient-point features and examine the effectiveness of the combined scheme.

6. Conclusions

In this work, we addressed two important issues for near-replica image detection: measuring

perceptual similarity for images, and indexing image data so as to efficiently retrieve percep-

tually similar images. We enhanced the DPF perceptual distance measure proposed previously

through three advanced schemes: Thresholding, Sampling and Weighting. Experimental results

have demonstrated that all these approaches improve DPF significantly and the Weighted-

Sampling-Thresholding method gives the best performance. For indexing images for efficient

replica detection, we proposed a scheme to use Locality Sensitive Hashing with the perceptual

distance functions presented, and demonstrated that for very large image datasets, this scheme

can be used to efficiently achieve high hit rates.

In the future, we plan to compare DPF and the enhanced methods with other statistical
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measures—such as k-median, M-estimator [22], χ2-statistics, and Jeffrey-divergence [23]— for

quantifying image similarity. On the indexing aspect, we plan to work on further improving

indexing mechanisms for non-metric distance functions like DPF.
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